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INTRODUCTION

It isn’t often that a truly new software product category comes along. The
“application framework” is such a category, and Visual C++ contains what is
arguably the most powerful Windows-based application framework to date.
The product has substantial credibility because it comes from Microsoft, the
author of Windows itself. Even though the Microsoft Visual C++ application
framework is quite different from anything else you might have used, it
builds on elements you might be familiar with already, including the C++ lan-
guage, the Windows Software Development Kit (SDK) for the C language,
the original Microsoft Foundation Class Library version 1.0 that was deliv-
ered with Microsoft C/C++ version 7.0, and the Microsoft Foundation Class
Library version 2.0 that was part of Visual C++ version 1.0.

Microsoft Foundation Class (MFC) Library version 2.5—which I'll of-
ten refer to as “the MFC library,” for short—is an important part of Visual
C++ version 1.5 and the core of the application framework. The MFC library
consists of a library of C++ classes and global functions with source code in-
cluded. Other Visual C++ components—including AppWizard, ClassWizard,
App Studio, Visual Workbench, the compiler, and the linker—are the tools
you’ll use to construct your applications. ,

This book explains the MFC library classes, and it shows you how to use
the classes and the tools to build Windows-based applications. If you already
own Visual Gt++, Inside Visual C++ provides useful techniques, points of view,
examples, and theory that are not included in the product documentation.
If you’re contemplating buying Visual C++, this book gives you an overall pic-
ture of the product’s capabilities.

Who Can Use This Book

When I started working with version 1.0 of the MFC library, after a not-so-
successful attempt to learn Windows SDK programming, I realized that C++
and Windows were a natural fit and that it was actually easier to learn Win-
dows-based programming the C++ way. Why not try to teach it that way? Why
not assume that the reader has a programming background and then bypass
all the “ugly stuff” that beginning SDK programmers have to learn?
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My editors agreed, but they also said, “Don’t forget the experienced
Windows programmers, the ones who have been buying all the Petzold
books.” “OK,” I said, and set my sights on an approach that would serve those
with and without prior Windows experience.

Next there was the question of C++ knowledge: Surely, with so many
C++ books out there, everyone would know the language by now. “Everyone
has bought at least one C++ book” would be a truer statement, however. Per-
haps you began to read a book, did a few of the examples, and then lost inter-
est and dropped back to C. The Visual C++ application framework is a good
excuse to become really proficient at C++, and this book will help.

As a writer, it was easier to assume that my readers didn’t know Windows
than it was to assume that they didn’t know C++. Given the prototype for an
ellipse function, for example, it’s pretty easy for any programmer to write
code that draws an ellipse on the screen, with either an ordinary C function
or a C++ member function. But if the programmer doesn’t understand C++
classes and objects, he or she is in trouble. For this reason, I've included a
C++ crash course in Appendix A. If you're new to C++, read through Appen-
dix A, but keep those other C++ books handy. You might finally be motivated
to read them! :

Notice that I've been talking about programmers. Yes, you do have to
be one, or at least a student of programming. Compilers, tools, and operat-
ing systems have become so complex in recent years that it’s impossible to go
from zero to expert Windows programmer within one book. A background
in C is the absolute minimum because even Appendix A assumes that you
can read C code.

Oh, I almost forgot. You should know how to run Windows-based appli-
cations. If you don’t know what a program for Windows is supposed to do,
how can you design and write one? If you’re looking for an application to
start with, try Microsoft Word for Windows. It’s a good example of a modern
Windows-based program. Besides that, it’s a darn good word processor, and
you can write help files with it. I used it to write this book.

How to Use This Book

XXvi

When you're starting off with Visual G++, you can use this book as a tutorial
by going through it sequentially. Later you can use it as a reference by look-
ing up topics in the table of contents or the index. Because of the tight inter-
relationships among many application framework elements, it wasn’t
possible to cleanly isolate each concept in its own chapter, so the book really
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isn’t an encyclopedia. When you use this book, you’ll definitely want the
Class Library Reference by your side. :

The Organization of this Book

As the table of contents shows, there are four main parts to this book:

Part I: Windows, Visual C++, and
Application Framework Fundamentals

In this part, I try to strike a balance between abstract theory and practical

application. After a quick review of modern Windows and of the Visual C++

components, you'll be introduced, in a gentle way, to the application frame-

work and the document-view architecture. You’ll see a simple “Hello,

world!” program, built with the MFC library classes, that requires only 30
- lines of code.

Part ll: The MFC Library View Class

The MFC library documentation presents all the application framework ele-
ments in quick succession, with the assumption that you already know Win-
dows SDK programming. Here you’re confined to one major application
framework component—the “view,” which is really a window. It’s here that
you’ll learn what SDK programmers know already, but in the context of C++
and the MFC library classes. There’s something for Windows gurus too, be-
cause the MFC library view environment supports extras such as dialog data
exchange, graphical buttons, and Visual Basic controls. You’ll use the Visual
C++ tools a lot, and that in itself eliminates much of the coding drudgery in
the life of SDK programmers.

Part Ill: The Document—View Architecture

Now the real core of application framework programming is introduced—
the document-view architecture. You’ll learn what a document is (think of it
as something much more general than a word processing document), and
you’ll see how to connect it to the view that you learned about in Part II.
You’ll be amazed, once you have written a document class, at how the MFC
library simplifies file I/O and printing.

Along the way, you'll learn about command message processing,
toolbars and status bars, splitter frames, and context-sensitive help. You’ll
also be introduced to the Windows Multiple Document Interface (MDI)
that’s featured so prominently in MFC library applications.

XXVii
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Pay special attention to the section “Speeding Up the Build Process” on
page 43 because the speed-up hints will help you save time as you work
through the book’s examples.

Part IV: Advanced Topics

This part is a catchall for many useful Windows programming techniques
directly supported by the MFC library. You’ll start with several bare-bones
Windows-based applications that bypass the document-view architecture,
and then you’ll see a useful class for device-independent bitmaps. In Chap-
ter 24, you’ll see examples that use the Microsoft Open Database Connectiv-
ity (ODBC) programming interface. Chapter 25 introduces OLE, and
Chapter 26 explains MFC library—style dynamic link libraries (DLLs).

Going Further with Windows: The Purpose of
the “For SDK Programmers” Sidebars

This book can’t offer the kind of detail—the tricks and hidden features—
found in the newer, specialized books about Windows. Most of these books
are written from the point of view of a C-language SDK programmer. In or-
der to use these books, you'll have to understand the underlying SDK appli-
cation programming interface (API) and its relationship to the MFC library.

This book’s “For SDK Programmers” sidebars, scattered throughout
the text, help you make the connection to the Windows SDK. These specially
formatted boxes help experienced Windows C programmers relate new
MFC library concepts to SDK principles they already know. If you’re unfamil-
iar with SDK programming, you should skip these notes the first time
through, but you should read them on your second pass through the book
because they’ll help you understand the mainstream literature about Win-
dows after you get up to speed with the MFC library.

If You’ve Worked with
Other Application Frameworks

XXViii

You'’re probably already aware of other application framework products.
(The best known is MacApp, for the Apple Macintosh.) The MFC library is
similar to and different from these other products; therefore, please don’t
make any assumptions about terminology or the function of any similarly
named class. '
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‘Hardware Requirements

If you haven’t discovered this already, your Windows development machine
needs more horsepower than a standard target machine. Because your time
is valuable, go for a fast 80486 or Pentium computer with 8 megabytes (MB)
or more of random access memory (RAM). Extra RAM can be used for a disk
cache and a RAM disk that will work together to speed compiles and links.
Chapter 3 shows you how to configure your extra RAM.

As far as disk space is concerned, plan on 50 MB for the Visual C++ pro-
grams alone. Each project can require as much as 4 MB (including pre-
compiled headers, map files, and a browser database), and you’ll have lots of
projects. A 200-MB hard disk drive is the minimum; a 500-MB hard disk drive
is more realistic. By the way, you'll also need a CD-ROM drive. Visual C++ is
shipped only on CD-ROM, and you’ll probably want to access sample code
and documentation directly from the CD-ROM.

Also consider a large-screen monitor with a super VGA board. With the
large monitor, you can simultaneously display Visual Workbench, the Help
window, and a Windows-based program that’s being debugged.

Using the CD-ROM Companion Disc

The companion disc that’s bound into the inside back cover of this book
contains the source code files and make files for all the sample programs.
The executable program files are not included, so you won’t have to build
the samples that you're interested in. To install the companion disc’s files, in-
sert the disc in your CD-ROM drive, and run the Setup program. Follow the
on-screen instructions.

With a conventional C-language Windows SDK program, the source
code files tell the whole story. With the MFC library application framework,
things are not so simple. Much of the C++ code is generated by AppWizard,
and the resources originate in App Studio. The examples in the early chap-
ters include step-by-step instructions for using the tools to generate and cus-
tomize the source code files. You’d be well advised to walk through those
instructions for the first few examples. There’s very little code to type. For
the middle chapters, use the code from the companion disc, but read
through the steps anyway in order to appreciate the role of App Studio and
the Wizards. For the final chapters, not all the source code is listed. You’ll
need to examine the companion disc’s files for those later examples.

XXiX
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~ Technical Notes and Sample Programs

You can access a Visual G++ help file that contains 46 useful technical notes.
These notes cover advanced MFC library features not discussed in the docu-
mentation. This book contains references to technical notes that are identi-
fied by numbers. To read a technical note in the help file, you have two
options: You can run WINHELP and then select \MSVC\HELP\MFC-
NOTES.HLP, or you can double-click the MFC Tech Notes icon in the
Microsoft Visual C++ Program Manager group.

The \MSVC\MFC\SAMPLES subdirectory contains 30 useful MFC li-
brary sample programs. These programs, documented in the \MSVC-
\HELP\MFCSAMP help file (accessible from the MFC Samples Help icon
in the Visual C++ Program Manager group), illustrate more advanced MFC

library features. This book contains occasional references to these sample

programs.

Visual C++ Version 1.5

XXX

This book is a revision of an edition that was written for Visual C++ version
1.0. The changes made are numerous and occur throughout the book. Also,
text and screen changes reflect general improvements in AppWizard and
ClassWizard. Chapters 24 and 25 have been completely rewritten because
of the addition of the Open Database Connectivity (ODBC) classes and the
major revision of the OLE classes to accommodate OLE version 2.0.

Both ODBC and OLE 2 are such complex subjects that books have
been written on each. This book will discuss these subjects in a way that re-
lates to the focus of this book—namely, Visual C++. Chapter 24 is an intro-
duction to G++ database programming rather than a thorough explanation
of client-server computing. Chapter 25 concentrates on basic OLE 2 theory
and OLE Automation; other OLE 2 features such as in-place editing, linking,
and drag-and-drop are not covered.
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CHAPTEHR O N E

MICROSOFT WINDOWS
AND VISUAL C++

Enough has already been written about the acceptance of Microsoft Win-
dows and the benefits of the graphical user interface (GUI). This chapter
summarizes the Windows programming model and shows you how the
Visual C++ components work together to help you write applications for
Windows. Along the way, you’ll learn some new things about Windows. We’ll
be looking toward the future rather than dwelling on the past.

The Windows Programming Model

No matter which development tools you use, programming for Windows is
different from old-style batch or transaction-oriented programming. To get
started, you need to know some Windows fundamentals. As a frame of refer-
ence, we’ll use the well-known MS-DOS programming model. Even if you
don’t currently program for plain MS-DOS, you’re probably familiar with it.

Message Processing

When you write an MS-DOS application in C, the only absolute requirement
is a function named main. The operating system calls main when the user
runs the program, and from that point on, you can use any programming
structure you want. If your program needs to get user keystrokes or other-
wise use operating system services, it calls an appropriate function such as
getchar or perhaps uses a character-based windowing library.

When the Windows operating system launches a program, it calls the
program’s WinMain function. Somewhere your application must have
WinMain, which performs some specific tasks. The most important task is
creating the application’s “main window,” which must have its own code to
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process messages that Windows sends it. An essential difference between a
program written for Windows and a program written for MS-DOS is that an
MS-DOS program calls the operating system to get user input, but a Windows
program processes user input via messages from the operating system.

‘NOTE: Many development environments for Windows, includ-

ing Microsoft Visual C++ with the Microsoft Foundation Class
(MFC) Library version 2.5, simplify programming by hiding the
WinMain function and structuring the message-handling process.
When you use the MFC library, you need not write a WinMain
function, but understanding the link between the operating sys-
tem and your programs is helpful.

Many messages in Windows are strictly defined and apply to all applica-
tions. For example, a WM_CREATE message is sent as a window is being cre-
ated, a WM_LBUTTONDOWN message is sent when the user presses the
left mouse button, a WM_CHAR message is sent when the user types a char-
acter, and a WM_CLOSE message is sent when the user closes a window.
Other messages (“command” messages) are sent to an application window in
response to user menu choices. These messages depend on the application’s
menu layout. The programmer can define still other messages, known as
“user messages.”

Don’t worry about how your code processes these messages yet. That’s
the job of the application framework. Be aware, though, that the Windows
message processing requirement imposes a lot of structure on your program.
Don’t try to force your Windows programs to look like your old MS-DOS pro-
grams. Study the examples in this book, and then be prepared to start fresh.

The Windows Graphics Device Interface (GDI)

Many MS-DOS programs wrote directly to the video memory and the printer
port. The disadvantage of this technique was the need to supply driver soft-
ware for every display card and every printer model. Windows introduced a
layer of abstraction called the Graphics Device Interface (GDI). Windows
provides the display and printer drivers, so your program doesn’t need to
know the type of display card and printer attached to the system. Instead of
addressing the hardware, your program calls GDI functions that reference a
data structure called a device context. Windows maps the device context
structure to a physical device and issues the appropriate input/output
instructions. The GDI is almost as fast as direct video access, and it allows
different applications written for Windows to share the display.
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Resource-Based Programming

To do data-driven programming in MS-DOS, you have to code the data as
initialization constants, or you have to provide separate data files for your
program to read. When you program for Windows, you store data in a re-
source file using a number of formats. Windows merges a resource file into a
linked program through a process called “binding.” Resource files can in-
clude bitmaps, icons, menu definitions, dialog box layouts, and strings. They
can even include custom resource formats that you define.

You use a text editor to edit a program, but you generally use “what you
see is what you get” (wysiwyg) tools to edit resources. If you're laying out a
dialog box, for example, you select elements from an array of icons called a
control palette, and you position and size the buttons, list boxes, and so forth
with the mouse. With the Visual C++ App Studio resource editor program,
you can effectively edit most resource formats. (Note: In Microsoft Visual
Basic and in Microsoft Access, the control palette is called a toolbox.)

Memory Management

In the old days, the MS-DOS conventional memory limit of 640 kilobytes
(KB) restricted the size of your programs. You could use various overlay man-
agement techniques and extended/expanded memory managers to allow
larger programs, but all had shortcomings. An 80386SX-based (or better)
computer usually has 4 megabytes (MB) or more of memory, and its CPU has
built-in memory management hardware. Windows, together with the Visual
C++ compiler, offers additional memory management features. The net re-
sult is that memory usually isn’t a problem anymore.

Chapter 9 describes current memory management techniques for Win-
dows. If you’ve heard horror stories about locking memory handles, thunks,
and burgermasters, don’t worry. That’s all in the past. Today you simply allo-
cate the memory you need, and Windows takes care of the details. Parts of
your program, including resources, can be automatically swapped to and
from disk and then shuffled in physical memory, but chances are your com-
puter has so much memory that your entire program will fit into physical
memory.

Dynamic Link Libraries (DLLs)

In the MS-DOS environment, all a program’s object modules were statically
linked during the build process. Windows allows dynamic linking, which
means that specially constructed libraries can be loaded and linked at
runtime. Multiple applications can share dynamic link libraries (DLLs),
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which saves memory and disk space. Dynamic linking increases program
modularity because you can compile and test DLLs separately.

Designers originally created DLLs for use with the Clanguage, and C++
has added some complications. After considerable effort, the Microsoft
Foundation Class Library developers succeeded in combining all the appli-
cation framework classes into a single DLL. Thus, you can statically or
dynamically link the application framework classes into your application.
In addition, you can create your own DLLs that build on the Microsoft Foun- -
dation Class Library. Chapter 26 includes information about creating DLLs.

Windows NT

Windows NT is a new 32-bit operating system that has an advanced file sys-
tem with security features, multithreading, true preemptive multitasking,
enhanced network access, and portability to selected RISC computers. Win-
dows NT can run both existing Windows-based 16-bit applications (includ-
ing Visual C++ version 1.5) and new high-performance Windows-based 32-bit
applications.

How do you develop Windows 32-bit applications? Early beta testers
had to use the Win32 SDK, which includes a new C-language application pro-
gramming interface (API). Because of the need for 32-bit parameters, most
Win32 function prototypes are different from their 16-bit equivalents. In ad-
dition, many functions are new, particularly in the area of disk I/O. Windows
32-bit applications access files through the Win32 API rather than through
the MS-DOS API.

Existing C-language 16-bit applications for Windows will need extensive
conversion to become true 32-bit applications. A Microsoft Foundation Class
(MFC) Library application, on the other hand, will require only recom-
pilation because the MFC library was designed with the Win32 API in mind.
There is a separate 32-bit Visual C++ version for Windows NT. You can use
the 32-bit version to produce applications targeted for Windows NT and
other 32-bit versions of Windows. See Appendix D for information about
Visual C++ for Windows NT. -

The Visual C++ Components

Microsoft Visual C++ is two complete Windows application development sys-
tems in one product. If you so choose, you can develop C-language Windows
programs using the API first introduced in the Windows SDK. Windows SDK
programming techniques -are well known and have been documented in
many books, including Charles Petzold’s Programming Windows 3.1 (Micro-
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soft Press, 1992). You can use many tools newly introduced in Visual C++,
including App Studio, to make Windows SDK~style programming easier.

This book is not about Windows SDK-style programming, however. It’s
about C++ programming within the MFC library application framework
that’s part of Visual C++. You’ll be using the C++ classes that are documented
in the Class Library Reference, and you’ll also be using application framework-
specific Visual C++ tools such as AppWizard and ClassWizard.

NOTE: Use of the Microsoft Foundation Class (MFC) Library
programming interface doesn’t cut you off from the Windows
SDK functions. In fact, you’ll almost always need some direct Win-
dows SDK calls in your MFC library programs.

A quick run-through of the Visual C++ components will help you get
your bearings before you zero in on the application framework. Figure 1-1
on the following page shows an overview of the Visual C++ application build
process.

Visual Workbench and the Build Process

The Visual Workbench is a Windows-hosted interactive development envi-
ronment that’s a direct descendant of Microsoft QuickC for Windows. If
you're accustomed to running a compiler from the command line, please try
Visual Workbench. Trust me. It’s really good. I avoided the old character-
mode Programmer’s Workbench, but I use Visual Workbench now for all my
projects. All examples in this book are built with Visual Workbench.

If you’ve used QuickC for Windows, Programmer’s Workbench, or the
Borland IDE, you already understand how Visual Workbench operates. But if
you’re new to integrated development environments, you’ll need to know
what a project is. A project is a collection of interrelated source files that are
compiled, linked, and bound to make up a working Windows program.
Project source files are generally stored in a separate subdirectory. A project
depends on many files outside the project subdirectory too, such as include
files and library files.
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Figure 1-1.
The Visual C++ application build process.

Experienced programmers are familiar with make files. A make file ex-
presses all the interrelationships among source files. (A source code file
needs specific include files, an executable file requires certain object mod-
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ules and libraries, and so forth.) A make program reads the make file and
then invokes the compiler, assembler, linker, and resource compiler to pro-
duce the final output, which is generally an executable file. The make pro-
gram uses built-in “inference rules” that tell it, for example, to invoke the
compiler to generate an OB]J file from a specified CPP file.

In a command-line environment, you need to code the make file by
hand. Visual Workbench automatically generates the make file, known as a
“project file.” In most cases, you want your project to include all the source
files in the project subdirectory, but you can exclude files in the project
subdirectory and use files from other subdirectories. After you create a
project, you can edit source code files in individual child windows. Visual
Workbench “remembers” which source code files you were working with and
maintains a list of most recently used projects. As part of the project, you can
save compiler and linker switch settings as specified through a series of dia-
log boxes. To generate the executable program, you simply choose the Build
command from the Visual Workbench Project menu.

Visual Workbench contains a useful text editor that follows Windows in-
terface standards and uses color to highlight C++ syntax. Unfortunately, you
can’t fully customize this editor or install your own editor. If you do decide to
use your own editor, you’ll forfeit the smooth integration that the integrated
development environment provides. For example, Visual Workbench high-
lights lines containing errors in your source code files when you build a
project and allows you to set debugging breakpoints.

The App Studio Resource Editor

The original Windows SDK included separate tools for editing dialog boxes,
bitmaps, and fonts. With Visual G++, you use App Studio to edit most re-
sources. Chapter 3 shows some App Studio windows. (See pages 39 and 40.)
App Studio includes both a wysiwyg menu editor and a powerful dialog box
editor that is far superior to the old Windows SDK DIALOG program. You
can use App Studio as your resource editor for Windows SDK-style program-
ming, but when you use App Studio for MFC library programming, you can
interactively insert Microsoft Visual Basic controls in your dialog boxes for
later connection to your G++ code.

App Studio’s native file format is the ASCII Windows resource (RC) file
format, and each project usually has one RC file with #include statements to
bring in resources from other subdirectories. Editing the RC file outside
App Studio is not recommended. App Studio can also process EXE and DLL
files, so you can use the clipboard to “steal” resources, such as bitmaps and
icons, from other Windows applications.
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App Studio compares favorably to the best applications written for Win-
dows, so it’s significant that App Studio was written using the Visual C++ tools
and the MFC library. App Studio can even edit its own resources! Try it.
(You’ll need to copy App Studio to another file and load the copy.)

The C/C++ Compiler

The Visual C++ compiler can process both C source code and C++ source
code. It determines the language by looking at the source code filename ex-
tension. A C extension indicates C source code, and CPP or CXX indicates
C++ source code. The compiler is compliant with ANSI version 2.1 and has
additional Microsoft extensions. Template and exception syntax are not sup-
ported in Visual C++ version 1.5. The Visual Workbench’s Use Microsoft

- Foundation Classes option (in the Project Options dialog box) determines

whether the compiler uses the Microsoft Foundation Class Library include
files.

» The Linker

To generate an EXE file, the Visual C++ linker processes the OB]J files that
the compiler produces. If you specify the Visual Workbench option Use
Microsoft Foundation/Classes, the linker uses the MFC library file for the ap-
propriate memory model.

The Resource Compiler

The Visual C++ resource compiler operates in either compile mode or bind
mode. In compile mode, an ASCII resource (RC) file from App Studio is
compiled into a binary RES file. In bind mode, the RES file is merged with
an executable (EXE) file. If you update a RES file, you can rebind it to its
EXE file without relinking.

The Debugger

10

If your program works the first time, you don’t need the debugger. The rest
of us might need one from time to time. The Visual C++ debugger is the first-
ever Windows-hosted C++ debugging environment. The debugger works
closely with Visual Workbench to ensure that breakpoints are saved on disk.
Toolbar buttons toggle breakpoints and control single-step execution. Fig-
ure 1-2 illustrates the Visual C++ debugger in action. Note that the Locals
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| Microsoft Visual Cr+ [break] - MATPLANEXE
ools Options Window Help

: <2> Locals
BP-6004] int nCount = 0x0063
Hi{BP-9806]-CPiece near = pPiece = Ox1F27:0xS57ER
+CObject CObject = (...}
+CRuntimeClass classCPiece = {...}
double m_length = 20.000000800800
double m_width = 38.0800000080006
-cString m_desc = {...}
+char * m_pchbata = 0x1F27:0x5832 *'Ceiling
int m_nbatalLength = 6x00te protected
int m_nAllocLength = 0x681e protected
long m_sheet = 0200080001
long m_x = 6x00000829
long m_y = 6x00060000
unsigned char m_bOverlap = 0x060 "'
in bNeylist = @xcdcd

else {
// copy all data from document's piece array to view's listbex
for{int i = B8; i <= nCount; i++) {
pPiece = (CPiecex) pDoc->m _piecefrray.GetAt(i)

Figure 1-2. ,
The Visual C++ debugger window.

window can expand an object pointer to show all data members of the
derived class and base classes. To debug a program, you must build the
program with the compiler and linker options set to generate debugging
information.

In addition to the Windows-hosted Visual C++ debugger, you get the
character-mode CodeView debugger. CodeView for Windows debugs p-code,
and it has several other useful features.

AppWizard

AppWizard is a code generator that creates a working skeleton of a Windows
application with features, class names, and source code filenames that you
specify through dialog boxes. You’ll use AppWizard extensively as you work
through the examples in this book. Don’t confuse AppWizard with con-
ventional code generators such as Caseworks CASE:W and Blue Sky
WindowsMAKER. AppWizard code is minimalist code; the functionality is
inside the application framework base classes. Its purpose is to get you
started quickly with a new application.

11



PART I: WINDOWS, VISUAL C++, AND APPLICATION FRAMEWORK FUNDAMENTALS

ClassWizard

ClassWizard is a program (implemented as a DLL) that operates both inside
the Visual Workbench and inside App Studio. ClassWizard takes the drudg-
ery out of maintaining Visual C++ class code. Need a new class or a new func-
tion to handle a Windows message? ClassWizard writes the prototypes,
function bodies, and code to connect the messages to the application frame-
work. ClassWizard can update class code that you write, so you avoid mainte-
nance problems common to ordinary code generators.

The Source Browser

12

If you write an application from scratch, you probably have a good mental
picture of your source code files, classes, and member functions. If you take
over someone else’s application, you’ll need some assistance. The Visual C++
Source Browser (the “browser,” for short) lets you examine (and edit) an
application from the class or function viewpoint instead of from the file view-
point. It’s a little like the “inspector” tools available with other object-
oriented libraries such as Smalltalk. The browser has the following viewing
modes: '

B Definitions and References—You select any function, variable, type,
macro, or class and then see where it’s defined and used in your
project.

& Call Graph/Caller Graph—For a selected function, you get a
graphical representation of the functions it calls or the functions
that call it. '

B Derived Class Graph/Base Class Graph—These are graphics class
hierarchy diagrams. For a selected class, you see the derived classes
or the base classes. You can control the hierarchy expansion with
the mouse.

A typical browser window is shown on page 34 in Chapter 3.

NOTE: If you rearrange the lines in any source code file, you
must rebuild the browser database.
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Online Help

The entire contents of the Windows SDK reference manuals and the MFC li-
brary reference manuals are included in the Visual C++ online Help. Help is
also available for App Studio, AppWizard, and ClassWizard. Don’t under-
estimate the value of Help. Many programmers at Microsoft use it exclu-
sively. If you want help on a function, simply click on (or move the cursor to)
the function in the Visual Workbench editor and press F1; you’ll see a Help
window, as shown in Figure 1-3.

Visual C++ Help resolves conflicts between Windows SDK function
names and identical Microsoft Foundation Class (MFC) Library names. If
you select a function name that corresponds to member functions in several
classes, you can choose the class from a list box. If you ask for help on a class,
you’ll see a member function and data member list in functional order.

Windows Diagnostic Tools

Visual C++ contains the same set of diagnostic tools that were included with
the Windows SDK when it was a separate product: SPY for observing Win-
dows messages, HEAPWALK for examining memory, HC31 for compiling
help files, STRESS for artificially limiting available memory, and a profiler
program that alerts you to bottlenecks in code.

. MFEC Hel

i Edit Bookmark Cnpyright elp

CView::GetDocument

CDocument® GetDocument() const;

Remarks

Call this function to get a pointer to the view's dacument.
This allows you to call the document's member functions.

Return Value

A pointer to the CDocument object associated with the
view. NULL if the view is not attached to a document.

Figure 1-3.
The Visual C++ Help window.

13
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Also included are the DBWIN utility, which displays diagnostic output,
and the NMAKE program, which processes hand-coded make files. NMAKE
is used to build nonstandard versions of the Microsoft Foundation Class
Library.

The Microsoft Foundation Class Library Version 2.5

14

The Microsoft Foundation Class Library version 2.5 (aka the MFC library) is
really the subject of this book. It defines the application framework that
you’ll be getting to know intimately. Chapter 2 gets you started with actual
code and some important concepts.



CHAPTER TWDO

THE MICROSOFT
FOUNDATION CLASS LIBRARY
APPLICATION FRAMEWORK

This chapter introduces the Microsoft Foundation Class Library version 2.5
(aka the MFC library) application framework by explaining its benefits. Early
on, you’ll see a stripped-down but fully operational MFC library program for
Windows that should help you understand what application framework pro-
gramming is all about. Theory is kept to 2 minimum here, but the message
mapping and document-view sections contain important information that
will help you with the examples that follow in later chapters.

Why Use the Application Framework?

If you’re going to develop applications for Windows, you've got to choose a
development environment. Assuming you’ve already rejected the interactive
options such as Microsoft Visual Basic, you must choose among the following
options:

@ The tried-and-true Windows SDK (Software Development Kit)

B The new MFC library application framework

B Other Windows-based application frameworks such as Borland’s
Object Windows Library (OWL)

If you’re starting from scratch, any option involves a big learning curve.
If you're already a Windows SDK programmer, you’ll still have a learning
curve with the MFC library. So what benefits can justify this effort?

15
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The Microsoft Press editors told me not to make this section sound like
a marketing brochure, but I couldn’t help it. I'm really enthusiastic about
the product. It’s the application development environment I've been waiting
on for 10 years. '

Here are the MFC library benefits as I see them.

MFC library version 2.5 is the C++ Microsoft Windows APl. Your ac-
ceptance of this premise depends on your acceptance of the C++ language. If
C++ takes over from C—and many people expect it to—then it’s natural for
Windows to have a C++ programming interface. It’s highly unlikely that the
Windows-C++ interface standard will come from any company other than
Microsoft, the producer of Windows itself.

I believe C++ will take over because it’s the only universally accepted
object-oriented language, and object-oriented programming is necessary for
large software projects that require reusable, modular components. As more
users demand more sophisticated software, we can’t keep writing bigger C
programs!

Application framework applications use a standard structure. Any
programmer starting on a large project develops some kind of structure for
the code. The problem is that each programmer’s structure is different, and
for a new team member to learn the structure and conform to it is difficult.
The MFC library application framework includes its own application struc-
ture—one that’s been proven in many software environments and in many
projects. If you write a program for Windows that uses the MFC library, you
can safely retire to a Caribbean island, knowing that your minions can easily
maintain and enhance your code back home.

Don’t think that the MFC library’s structure makes your programs in-
flexible. With the MFC library, your program can do anything that a Win-
dows SDK program can do, and that means you can take maximum
advantage of Windows.

Application framework applications are small and fast. Function for
function, MFC library programs are almost as small as Windows SDK pro-
grams. An MFC library “Hello, world!” program is only 80 KB with the MFC
library functions statically linked. The same program is 23 KB with the MFC
- library dynamic link library (DLL). As for speed, in some circumstances an
MFC library application is actually faster than its Windows SDK equivalent.

16
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MFC library application framework is feature-rich. The MFC library
version 1.0 classes, supplied with Microsoft C/C++ version 7.0, were essen-
tially a C++ programming interface for Windows. Some significant features
were added, however:
B General-purpose classes (non-Windows-specific), including

Q Collection classes for lists, arrays, and maps

Q A useful and efficient string class

U Time, time span, and date classes

Q File access classes for operating system independence

Q Support for systematic object storage and retrieval to and
from disk

B A “common root object” class hierarchy

B Streamlined Multiple Document Interface (MDI) application
support

B Support for OLE (Object Linking and Embedding) version 1.0
The MFC library version 2.0 classes picked up where the version 1.0
classes left off by supporting many user interface features that are found in

current Windows-based applications. Application framework architecture
aside, here’s a summary of the important new features:

B Full support for File Open, Save, and Save As menu items with
the most recently used file list

@ Print preview and printer support

B Scrolling windows and splitter windows

B Toolbars and status bars

B Access to Microsoft Visual Basic controls

B Contextsensitive help

B Automatic processing of data entered in a dialog box

B An improved interface to OLE version 1.0

B DLL support

17
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The version 2.5 classes contribute the following:

B ODBC (Open Database Connectivity) support that allows your
application to access and update data stored in many popular
databases such as Microsoft Access, FoxPro, and SQL Server.

# An interface to OLE version 2.01, with support for in-place editing,
linking, drag-and-drop, and OLE Automation.

You’ll see examples that exploit all these features, but to appreciate
what the MFC library offers, consider print preview and printer support. The
Windows SDK offers no support for print preview. Charles Petzold devotes 60
pages to printer support in Programming Windows 3.1; other books about
Windows ignore the subject completely. The MFC library contains several
thousand lines of “invisible” code that makes print preview and printing “au-
tomatic.” The Print Preview and Printer support features alone might justify
the use of the MFC library.

The Visual C++ tools reduce coding drudgery. App Studio, AppWizard,
and ClassWizard significantly reduce the time needed to write code that is
specific to your application. For example, App Studio creates a header file
that contains assigned values for #define constants. AppWizard generates
skeleton code for your entire application, and ClassWizard generates proto-
types and function bodies for message handlers.

The Learning Curve

18

All the benefits listed above sound great, don’t they? You’re probably think-
ing that “you don’t get something for nothing.” Yes, that’s true. To use the
application framework effectively you have to learn it thoroughly, and that
takes time. If you have to learn C++, Windows, and the MFC library (without
OLE 2) all at the same time, it will be at least six months before you’re really
productive. Interestingly, that’s close to the learning time for the Windows
SDK alone. :

How can that be if the MFC library offers so much more? For one thing,
you can avoid many programming details that Windows SDK programmers
are forced to learn. From my own experience, I can say that an object-ori-
ented application framework makes programming for Windows easier to
learn—that is, once you understand object-oriented programming.

The MFC library won’t bring real Windows programming down to the
masses. Windows programmers have usually commanded higher salaries
than other programmers, and that situation will continue. The MFC library
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learning curve, together with the application framework’s power, should en-
sure that MFC library programmers will be in strong demand.

What’s an Application Framework?

One definition of an application framework is “an integrated collection of
object-oriented software components that offers all that’s needed for a ge-
neric application.” That isn’t a very useful definition, is it? If you really want
to know what an application framework is, you’ll have to read the rest of this
book. The application framework example that you’ll familiarize yourself
with later in this chapter is a good starting point.

The Application Framework vs. the MFC library

One reason that C++ is a popular language is that it can be “extended” with
class libraries. Some class libraries are delivered with C++ compilers, others
are sold by third-party software firms, and still others are developed in-
house. A class library is a set of related C++ classes that can be used in an ap-
plication. A matrix class library, for example, might perform common
mathematical operations involving matrices, and a communications class li-
brary might support the transfer of data over a serial link. Sometimes you
construct objects of the supplied classes; sometimes you derive your own
classes—it all depends on the design of the particular class library.

An application framework is a superset of a class library. An ordinary li-
brary is an isolated set of classes designed to be incorporated into any pro-
gram, but an application framework defines the structure of the program
itself. This sounds like a fine distinction, and it is. Most Windows develop-
ment class libraries, including Microsoft Foundation Class library version
1.0, Borland OWL, and Microsoft Foundation Class Library version 2.5,
are considered application frameworks. Microsoft Foundation Class (MFC)
Library version 2.5, however, provides significantly more features than the
others.

An Application Framework Example

Enough generalizations. It’s time to look at some code—not pseudocode but
real code that actually compiles and runs with the MFC library. Guess what?
It’s the good old “Hello, world!” application with a few additions. (If you’ve
used version 1.0 of the MFC library, this code will be familiar except
for the frame window base class.) It’s about the minimum amount of code
for a working MFC library application for Windows. Contrast it with the

19
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20

equivalent Windows SDK application! You don’t have to understand every
line now. Don’t bother to type it in and test it. Wait for the next chapter,
where you’ll start using the “real” application framework.

NOTE: By convention, MFC library class names begin with the
letter C.

Following is the source code for the header and implementation files
for our MYAPP application. The two classes, CMyApp and CMyFrame, are each
derived from the MFC library base classes. First the MYAPP.H header file for
the MYAPP application:

// application class
class CMyApp : public CWinApp

{
public:

virtual BOOL InitInstance();
}:

// frame window class
class CMyFrame : public CFrameWnd

{

public:
CMyFrame();

protected:
// 'afx_msg' indicates that the next two functions are part
// ~of the MFC library message dispatch system.
afx_msg void OnLButtonDown(UINT nFlags, CPoint point);
afx_msg void OnPaint();
DECLARE_MESSAGE_MAP()

};

And now the MYAPP.CPP implementation file for the MYAPP application:

#include <afxwin.h> // MFC library header file declares base classes
#include "myapp.h"

CMyApp NEAR theApp; // the one and only CMyApp object

BOOL CMyApp::InitlInstance()

{
m_pMainWnd = new CMyFrame();
m_pMainWnd->ShowWindow(m_nCmdShow) ;
m_pMainWnd->UpdateWindow();
return TRUE;

}
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BEGIN_MESSAGE_MAP(CMyFrame, CFrameWnd)
ON_WM_LBUTTONDOWN()
ON_WM_PAINT()

END_MESSAGE_MAP()

CMyFrame: :CMyFrame()
{

Create("AfxFrameOrView"”, "MYAPP Application");
}

void CMyFrame::0nLButtonDown(UINT nFlags, CPoint point)
{
TRACE("Entering CMyFrame::0OnLButtonDown - %1x, %d, %d\n",
(long) nFlags, point.x, point.y);

}
void CMyFrame::0nPaint()
{
CPaintDC dc(this);
dc.TextOut(0, @, "Hello, world!");
}

Here are some of the program elements:

The WinMain function. Remember that Windows requires your applica-
tion to have a WinMain function. You don’t see WinMain here because it’s
hidden inside the application framework.

The CMyApp class. An object of class CMyApp represents an application.
The program defines a single global CMyApp object, theApp. The CWinApp
base class determines most of theApp’s behavior.

Application startup. When the user starts the application, Windows calls
the application framework’s built-in WinMain function, and WinMain looks
for your globally constructed application object of a class derived from
CWinApp. Don’t forget that, in C++, global objects are constructed before the
main program is executed.

The CMyApp::Initinstance member function. When WinMain finds the
application object, it calls the InitInstance member function, which makes
the calls needed to construct and display the application’s main frame win-
dow. You must override InitInstancein your derived application class because
the CWinApp base class doesn’t have the slightest idea about what kind of
main frame window you want.
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The CWinApp::Run member function. The Run function is hidden in
the base class, but it dispatches the application’s messages, thus keeping the
application running. WinMain calls Run after it calls InitInstance.

The CMyFrame class. An object of class CMyFrame represents the appli-
cation’s main frame window. When the constructor calls the Create member
function of the base class CFrameWnd, Windows creates the actual window
structure and the application framework links it to the C++ object. The
ShowWindow and UpdateWindow functions, also member functions of the base
class, must be called in order to display the window.

The CMyFrame::OnLButtonDown function. This is a sneak preview of
the MFC library’s message-handling capability. We’ve elected to “map” the
left mouse button down event to a CMyFrame member function. You’ll learn
the details of the MFC library’s message mapping in Chapter 4. For the time
being, accept that this function gets called when the user presses the left
mouse button. The function invokes the MFC library TRACE macro to dis-

play a message in the debugging window. '

The CMyFrame::OnPaint function. The application framework calls this
important mapped member function of class CMyFrame every time it’s neces-
sary to repaint the window: at the start of the program, when the user resizes
the window, and when all or part of the window is newly exposed. The
CPaintDC statement relates to the Graphics Device Interface (GDI) and is
explained in later chapters. The TextOut function displays “Hello, world!”

Application shutdown. The user shuts down the application by closing
the frame window. This action initiates a sequence of events, which ends with
the destruction of the CMyFrame object, the exit from Run, the exit from
WinMain, and the destruction of the CMyApp object.

Look at the example again. This time try to get the big picture. Most of
the application’s functionality is in the MFC library base classes CWinApp and
CFrameWnd. In writing MYAPP, we’ve followed a few simple structure rules,
and we’ve written key functions in our derived classes. C++ lets us “borrow” a
lot of code without copying it. Think of it as a partnership between us and
the application framework. The application framework provided the struc-
ture, and we provided the code that made the application unique.

Now you’re beginning to see why the application framework is more
than a class library. Not only does the application framework define the ap-
plication structure but it also encompasses more than C++ base classes.
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You've already seen the hidden WinMain function at work. Other elements
support message processing, diagnostics, DLLs, and so forth.

MFC Library Message Mapping

Refer to the OnLButtonDown member function in the previous example. You
might think that OnLButtonDown would be an ideal candidate for a virtual
function. A window base class would define virtual functions for mouse event
messages and other standard messages, and derived window classes could
override the functions as necessary. Some Windows class libraries do work
this way.

The MFC library application framework doesn’t use virtual functions
for messages used in Windows. Instead, it uses macros to “map” specified
messages to derived class member functions. Why the rejection of virtual
functions? Consider this situation: You have a hierarchy of five window
classes in Windows, and the base class defines virtual functions for 140 mes-
sages. C++ requires a virtual function dispatch structure called a “vtbl” that
has a 4-byte entry for each class-virtual function combination, regardless of
whether the functions are actually overridden in the base classes. Thus, for
each distinct type of window or control, the application needs a 2.8-KB table
to support virtual message handlers.

What about message handlers for menu command messages and mes-
sages from button clicks? You couldn’t define these as virtual functions in a
window base class because each application might have a different set of
menu commands and buttons. The MFC library message map system avoids
large vtbls, and it accommodates application-specific command messages. It
also allows selected nonwindow classes, such as document classes and the
application class, to handle command messages. Unlike the “dynamic dis-
patch table” system that Borland supplied as part of the early versions of
OWL, message maps require no extensions to the C++ language.

An MFC library message handler requires a function prototype, a func-
tion body, and an entry in the message map. ClassWizard helps you add mes-
sage handlers to your classes. You select a Windows message ID from a list
box, and the Wizard generates the code with the correct function param-
eters and return values.

Documents and Views

The previous example used an application object and a frame window ob-
ject. Most of your MFC library applications will be more complex. Typically,
they’ll contain application and frame classes plus two other classes that
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represent the “document” and the “view.” This “document-view architec-
ture” is not new. It originated in the early 1980s in the academic world and
was then adopted by Apple Computer in 1985 for the MacApp application
framework product.

In simple terms, the document-view architecture separates data from
the user’s view of the data. One obvious benefit is multiple views of the same
data. Consider a document that consists of a month’s worth of stock quotes
stored on disk. Suppose there are a table view and a chart view of the data.
The user updates values through the table view window, and the chart view
window changes because both windows display the same information (but in
different views).

In the MFC library, documents and views are represented by C++ classes
and objects. Figure 2-1 shows three objects of class CStockDoc corresponding
to three companies: AT&T, IBM, and GM. All three documents have a table
view attached, and one document also has a chart view. As you can see,
there are four view objects—three of class CStockListView and one of class
CStockChartView.

The document base-class code interacts with the File Open and File
Save menu items; the derived document class does the actual reading and
writing of the document object’s data. (The application framework does
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Figure 2-1.
The document—view relationship.
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most of the work of displaying the File Open and File Save dialog boxes and
opening, closing, reading, and writing files.) The view base class represents a
window that is contained inside a frame window; the derived view class inter-
acts with its associated document class and does the application’s display and
printer I/O. The derived view class and its base classes handle messages in
Windows. The MFC library orchestrates all interactions among documents,
views, and frame windows, and the application object, mostly through virtual
functions.

Don’t think that a document object must be associated with a disk file
that is read entirely into memory. If a “document” were really a database, for
example, you could override selected document class member functions,
and the File Open menu item would bring up a list of databases instead of a
list of files.
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CHAPTER THREE

GETTING STARTED
WITH APPWIZARD—
‘HELLO, WORLD!”

Chapter 2 sketched the Microsoft Foundation Class (MFC) Library version
2.5 document-view architecture. This hands-on chapter shows you how to
build a functioning MFC library application, but it insulates you from the
complexities of the class hierarchy and object interrelationships. You’ll work
with only one document-view program element, the “view class” that is
closely associated with a window. For the time being, you can ignore ele-
ments such as the application class, the frame window, and the document. Of
course, your application won’t be able to save its data on disk, and it won’t
support multiple views, but Part III of this book provides plenty of opportu-
nity to exploit those features.

TIP: 1It’s easy to copy a whole project, either with the Windows
File Manager or from the DOS prompt (XCOPY /S). There’s a
trap that’s easy to fall into, though. If your original project has
open child windows associated with source files, the child windows
in the new project will be associated with files in the original
project. If you’re not careful, you’ll be changing the original
project inadvertently when you meant to change the copy. (I've
fallen into this trap too many times.) To avoid this problem, close
all the project’s child windows, either before or after the copy.

Because resources are so important in Windows-based applications,
you’ll use the App Studio resource editor to visually explore the resources of
your new program. You’ll also get some hints for setting up your Windows
environment for maximum build speed and optimal debugging output.
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REQUIREMENTS: To compile and run the examples pre-
sented in this and the following chapters, you must have success-
fully installed Microsoft Windows (version 3.1 or later) and all the
Visual C++ components. Be sure that the Visual Workbench bi-
nary, include, and library directories are set correctly. (You can
change the directories by choosing Directories from the Options
menu.) If you have any problems with the following steps, please
refer to your Visual C++ documentation and README files for
troubleshooting instructions.

What’s a View?

From the user’s standpoint, a “view” is an ordinary window that he or she can
size, move, and close in the same way as any other Windows-based applica-
tion window. From the programmer’s perspective, a view is a C++ object of a
class derived from the MFC library CView class. Like any C++ object, the view
object’s behavior is determined by the member functions (and data mem-
bers) of the class—both the application-specific functions in the derived
class and the standard functions inherited from the base classes.

With Visual C++, you can produce interesting applications for Windows
by simply adding code to the derived view class that the AppWizard code gen-
erator produces. When your program runs, the MFC library application
framework constructs an object of the derived view class, and it displays
a window that is tightly linked to the C++ view object. As is customary in
C++ programming, the MFC library view class is divided into two source
modules—the header file (H) and the implementation file (CPP).

Single Document Interface (SDI) vs.
Multiple Document Interface (MDI)

30

The MFC library supports two distinct application types, SDI and MDI. An
SDI application has, from the user’s point of view, only one window. If the
application depends on disk-file “documents,” only one document can be
loaded at a time. Windows Notepad is an example of an SDI application. An
MDI application has multiple “child windows,” each of which corresponds to
individual documents. The Visual Workbench is a good example of an MDI
application.

When you run AppWizard, MDI is the default application type. For the
early examples in this book, we’ll be generating SDI applications because
fewer classes and features are involved. Be sure you uncheck the AppWizard
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Multiple Document Interface option for these examples. Starting with Chap-
ter 17, we’ll be generating MDI applications. The MFC library application
framework architecture ensures that most SDI examples can be upgraded
easily to MDI applications.

The “Do-Nothing” Application

The AppWizard program generates the code for a functioning MFC library
application. This working application simply brings up an empty window
with a menu attached. Later you’ll add code that draws inside the window.
Follow these steps to build the application:

1. Run AppWizard to generate SDI application source code. Choose
AppWizard from the Visual Workbench Project menu. When AppWizard
starts, you'll see the MFC AppWizard dialog box, as shown here:

' MFCvapWizard

Type the program name as shown, but do not press Enter or click the
OK button. You can enter a different name if you want, but AppWizard
uses the program name when it creates files and classes. If you enter a
different name, your files and classes will have a name that is different
from that of the files and classes shown in this AppWizard dialog box
example.

Next click the Options button, and specify the options in the Options
dialog box, as shown at the top of the following page:
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(Options

Click the OK buttons in the Options and MFC AppWizard dialog

boxes.
AppWizard generates files based on the parameters you type in the

MFC AppWizard dialog box. Immediately before AppWizard generates
your code, it displays the New Application Information dialog box shown

here:

sses to be created:
| Application: CEx03aApp in EX03A.H and EX03A.CPP
i | Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
| Document: CExD3aDoc in EX03ADOC.H and EX03ADOC.CPP
| View: CEx03aView in EX03AYW.H and EX03AVW.CPP

| Features:
| 45 the Single D, face (SDI
.+ MSVC Compatible project file (EX03A.MAK)

|+ Initial toolbar and status bar in main frame
| + Uses medium memory model

Click the Create button, and AppWizard bégins to create your
application’s subdirectory, files, and classes. When AppWizard is fin-
ished, look in the application’s subdirectory. The following files are of

interest (for now):
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File Description

EXO03A.DEF Windows module definition file

EX03A.MAK Project file that allows Visual Workbench to build
your application

EX03A.RC Resource script file

EX03AVW.CPP View class implementation file that contains
CEx03aView class member functions

EX03AVW.H View class header file that contains the CEx03aView
class declaration

README.TXT Text file that explains the purpose of all generated files
RESOURCE.H #define constant definitions

Open the EX03AVW.CPP and EX03AVW.H files and look at the
source code. Together these files define the CEx(03aView class, which is
central to the application. An object of class CEx03aView corresponds to
the application’s view window, where all the “action” takes place.

. Compile and link the generated code. AppWizard, in addition to
generating code, creates a custom project file for your application. This
file, EX03A.MAK, specifies all the file dependencies together with the
compile and link option flags. Because the new project becomes Visual
Workbench’s current project, you can now build the application by
choosing Build EX03A.EXE from the Project menu.

NOTE: The Compile, Build, and Execute items on the
Project menu display the current project’s name.

If the build is successful, an executable program called EX03A.EXE is
created in the application’s subdirectory.

The EXO03A.DEF file provides useful information to the linker. Most
important is the name of the application, contained in the DEF file’s
first noncomment line:

NAME EX03A

TIP: If you have two or more programs with the same
DEF file NAME parameter, Windows won’t let you run
them simultaneously. (You’ll probably see two copies of
the application you run first.) Be careful.
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3. Test the resulting application. Choose Execute EX03A.EXE from the
Project menu. Experiment with the program. It really doesn’t do much,
does it? (What do you expect for no coding, anyway?) Actually, as you
might be able to tell from the size of the EXE file, the program has a lot
of features—you simply haven’t activated them yet. Close the program
window when you’ve finished experimenting.

4. Browse the application. You can use the Visual C++ browser only
after you have successfully compiled an application. Choose Open
EX03A.BSC from the Browse menu, and the browser window appears.
Set the following parameters:

Type: Base Class Graph
Subset: Classes (default)
Symbol: CEx03aView

NOTE: The Symbol text box is case-sensitive, so be sure
to enter the information exactly as shown.

Now click the Display Result button and expand the class hierarchy by
clicking on the icons. The browser window with CEx03aView and base
classes should eventually look similar to this:

Type
Subset
Symbol

CView

L® Cund struct AFX_MSGMAP_ENTRY * CEx03aView::_m
L® CCmdTarget i iew:
L& . CObject

Definitions of CEx03aView
d:\vcpp\ex03a\ex03avw.h(5)
|References to CEx03aView
d:\vcpp\ex03azex03avw.cpp(18)

The CEx03aView View Class

AppWizard generated the CEx03aView view class, and this class is specific to
the EX03A application. (AppWizard generates classes using the project
name you entered in the MFC AppWizard dialog box.) CEx03aView is at the
bottom of a long inheritance chain of MFC library classes, as illustrated pre-
viously in the browser window. The class picks up member functions and

34



THREE: Getting Started with AppWizard—“Hello, world!”

data members all along the chain. You can learn about these classes in the
Class Library Reference document, but you must be sure to look at the descrip-
tions for every base class because the descriptions of inherited member func-
tions aren’t repeated for derived classes.

The most important CEx03aView base classes are CWnd and CView.
CWnd provides CEx03aView's “windowness,” and CView provides the hooks to
the rest of the application framework, particularly to the document and to
the frame window that you’ll see in Part III of this book.

Drawing Inside the View Window—
The Windows Graphics Device Interface

Now you’re ready to write code to draw inside the view window. You’ll be
making a few changes directly to the EX03A source code.

The OnDraw Member Function

Specifically, you’ll be fleshing out the OnDraw member function in
EX03AVW.CPP. OnDraw is a virtual member function of the CView class that
the application framework calls every time the view window needs to be re-
painted. A window needs repainting if the user resizes the window or reveals
a previously hidden part of the window, or if the application changes the
window’s data. If the user resizes the window or reveals a hidden area, the
application framework calls OnDraw, but if a function in your program
changes the data, it must inform Windows of the change by calling the view’s

“inherited Invalidate (or InvalidateRect) member function. This call to Invali-
date triggers a later call to OnDraw.

Even though you can draw inside a window at any time, it’s strongly rec-
ommended that you let window changes accumulate and then process them
all together in the OnDraw function. That way your program can respond to
program-generated events and to Windows-generated events such as size
changes.

The Windows Device Context

Remember from Chapter 1 that Windows doesn’t allow direct access to the
display hardware but communicates through an abstraction called a “device
context” that is associated with the window. In the MFC library, the device
context is a C++ object of class CDC passed (by pointer) as a parameter to
OnDraw. After you have the device context pointer, you can call the many
CDCmember functions that do the work of drawing.
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Adding Draw Code to the EX03A Program

Now let’s write the code to draw some text and a circle inside the view win-
dow. Be sure that the project EX03A.MAK is open in Visual Workbench. You
can use the browser to locate the code for the function (double-click on
CEx03a View::On Draw), or you can open the source code file EX03AVW.CPP
and locate the function yourself.

1. Edit the OnDraw function in EXO03AVW.CPP. Find the AppWizard-
generated OnDraw function in EX03AVW.CPP:

void CEx@3aView::0nDraw(CDC* pDC)

{
CEx@3aDoc* pDoc = GetDocument();
ASSERT_VALID(pDoc);
// TODO: add draw code here

}

The following screened code (which you type in) replaces the previ-
ous code:

void CEx@3aView::0nDraw(CDC* pDC)

You can safely remove the call to GetDocument because we’re not
dealing with documents yet. The functions TextOut, SelectStockObject, and
Ellipse are all member functions of the application framework’s device
context class CDC. The Ellipse function draws a circle if the bounding
rectangle’s length is equal to its width.

The MFC library provides a handy utility class, CRect, for Windows
rectangles. A temporary CRect object serves as the bounding rectangle
argument for the ellipse drawing function. You’ll see more use of the
CRect class later in this book.

N .

Recompile and test EX03A. Choose Build from the Project menu, and,
if there are no compile errors, test the application again. Now you have
a program that visibly does something!
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A Preview of App Studio—Resources Introduced

Now that you have a complete application program, it’s a good time for a
quick look at the App Studio resource editor. Although the application’s re-
source script, EX03A.RC, is an ASCII file, modifying it with a text editor is
not a good idea. That’s App Studio’s job.

The Contents of EX03A.RC

The resource file determines much of the EX03A application’s “look and
feel.” The file EX03A.RC contains (or points to) the Windows resources
listed on the following page:
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Resource Description

Accelerators Definitions for keys that simulate menu and toolbar
selections _

Toolbar bitmap The row of buttons immediately below the menu

Dialog Layout and contents of dialog boxes—the About dialog
box for EX03A

Icon The AFX logo you see in the application’s About dialog
box

Menu The application’s main menu and associated pop-up
menus

String table Strings that are not part of the G++ source code

In addition to the resources listed above, EX03A.RC contains the statement
f#inciude "afxres.h"

which brings in some special MFC library resources common to all applica-
tions. These special resources include strings, graphical buttons, and ele-
ments needed for printing and OLE.

EX03A.RC also contains the statement

#include "resource.h"

This statement brings in the application’s #define constants, which are
IDR_MAINFRAME (identifying the menu, icon, string list, and accelerator
table) and IDD_ABOUTBOX (identifying the About dialog box). This same
RESOURCE.H file is included indirectly by the application’s source code
files. If you use App Studio to add more constants (symbols), the definitions
ultimately show up in RESOURCE.H. If you use a text editor to add your own
constants to RESOURCE.H, App Studio does not disturb them.

NOTE: The file EX03A.RC2, located in the project’s RES sub-
directory, contains resources that App Studio doesn’t edit. The
version resource falls into this category.

Running App Studio

38

Although you can run App Studio from the Windows File Manager or Pro-
gram Manager, running it from within Visual Workbench is easiest.

1. Start the App Studio program. In Visual Workbench, choose App
Studio from the Tools menu. You will see the following App Studio
window:
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2.

App Studin “EXD3ARC
ndow Help

4 abg String Table

TIP: You can also activate App Studio by choosing the
project’s RC file in the Open File dialog box. For this to
work, you must first choose Editor from Visual Work-
bench’s Options menu and check the Open .RC Files Us-
ing App Studio check box in the Editor dialog box.

Examine the application’s resources. Now take some time to explore
the individual resources. Notice that resource selection is a two-step
process: First you click on the resource type on the left, and then you
double-click on a specific resource on the right. When you select a
resource, another window opens with tools appropriate for the selected
resource. (The control palette might also open.)
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3.

The W

As

Modify the About dialog box. Make some changes to the About dialog
box, shown here in App Studio:

You can change the size of the window by dragging the right and
bottom borders, move the OK button, change the text, and so forth.
Simply click on an element to select it. When you’re done, save the file
and exit App Studio.

. Rebuild the application with the modified resource file. In Visual

Workbench, choose Build from the Project menu. Notice that no actual
C++ recompilation or linking is necessary. Visual Workbench saves the
edited resource file on disk, and then the Resource Compiler (RC.EXE)
processes EX03A.RC to produce a compiled version, EX03A.RES. Then
RC.EXE runs again to bind the compiled resources to the EX03A.EXE
file, replacing the resources that were there before.

. Test the new version of the application. Run the EX03A program

again, and then choose About from the application’s Help menu to
confirm that your dialog box was changed as expected.

indows Debug Kernel and DBWIN

a developer, you should run the Windows Debug kernel at all times. (The

sidebar on the facing page gives instructions for installing the kernel.) The
Debug kernel provides important error messages that you would miss with
the regular version of Windows.
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Select the file groups to install. Use the option buttons to customize
your selections. Choose the Directories button to change the
default directories for the installation file groups.

["Main Components

B e roen!

[X] Mictosoft C/C++ Compiler
Bun-time Libraries

Microsoft Foundation Classes
X Tools

Online Help Files

Sample Source Code

[ New Features
[XI MFC OLE
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e
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Select the tools to install.
[ Windows Tools

ew/ W Windows Profiler
[ Debug Kernel Help Compiler
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[ Eont Editor

["MS-DDS Teools
CodeView <] MS-DOS Profiler

[ Disk Space Information
Space Available: 43640 Kb
Space Required: 67488 Kb
Tools Size: 3688 Kb

C:\MSVC\BIN\




PART Il: THE MFC LIBRARY VIEW CLASS

To activate the Debug kernel after it is installed, run the N2D batch file
(located in the \MSVC\BIN subdirectory). This batch file copies files from
the \MSVC\DEBUG subdirectory to your WINDOWS subdirectory. The mes-
sage “Enhanced Mode Debug Windows 3.1” at the bottom of Windows’ back-
ground screen indicates that the Debug kernel is properly installed. (This
message should appear the next time you start Windows.)

If your computer is equipped with dual monitors, the error messages
appear on the auxiliary monitor. If you don’t have dual monitors, you should
definitely run the Windows DBWIN program, located in the \MSVC\BIN
subdirectory, to see the error messages in a window. DBWIN is useful not
only for displaying messages from the Windows Debug kernel but also for
displaying output from the application framework diagnostic macros
TRACE, ASSERT, and VERIFY. The TRACE macro is explained in Chapter 15,
on page 278. Consider inserting the line

load=dbwin

in your WIN.INI file to load DBWIN when Windows starts. You can also add a
DBWIN program item in your STARTUP group.

Do You Need to Use the Debugger?

42

Using the debugger with programs for Windows is more complicated than
using the debugger with MS-DOS programs. You can’t use the debugger to
trace through an entire program because Windows-based programs don’t
execute sequentially. You must put breakpoints at the start of the message-
handling functions that you need to debug.

TIP: To avoid stepping through the code in the MFC library, use
the Step Over button, shown here,

to step to the next statement in the function you are debugging.

You might find that you can do most of your debugging without the Vi-
sual C++ debugger. If you find that you're using the debugger infrequently,
you can save considerable compile, link, and load time by eliminating de-
bugging information from your program. The last “speedup” hint (#6 on
page 47) shows you how.
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Enabling the Diagnostic Macros

The application framework TRACE macros are particularly useful for moni-
toring program status. These macros, together with the ASSERT and VERIFY
macros, require the Debug build option (but do not require debugging in-
formation). In addition, the TRACE macros require that tracing be enabled.
You can enable tracing by inserting the statement

afxtrace = TRUE;

in your program. Alternatively, you can insert the statement

TraceEnabled = 1

in the [Diagnostics] section of the AFX.INI file in your WINDOWS
subdirectory. You can control this trace option, together with other trace
options, with the TRACER utility that is included with Visual C++. If you're
using the Visual Workbench debugger, TRACE output appears in the Debug
Output window. Otherwise, you need an auxiliary monitor or the DBWIN
program.

Speeding Up the Build Process

As you saw with the application you created earlier in this chapter, Visual C++
can be slow when building an application. This section’s information will
help you speed up the process of compiling and linking applications. The
speedup hints are presented here instead of in an appendix because you can
begin saving time right away as you build the sample applications.

The procedures described here are optional, but their combined effect
is to cut build time by more than half. Most procedures depend on your com-
puter having sufficient installed memory.

1. Be sure that SMARTDRYV is installed. SMARTDRYV is the disk caching
utility that is normally installed during MS-DOS or Windows setup. The
line SMARTDRYV in your AUTOEXEC.BAT file starts the utility when
your computer boots. The default cache size is usually sufficient. (The
default cache size is based on the amount of memory in your computer.)

SMARTDRYV generally improves the performance of all Windows-
based programs. SMARTDRYV comes with both MS-DOS and Windows;
you should use whichever version is newer. Be sure to use SMARTDRV’s
double-buffering option if your hard disk requires double buffering.
(See your MS-DOS or Windows manual for more information.)
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2. Set up a RAM drive. If your computer has 16 MB or more of memory
available, set up a RAM drive. The following line in your CONFIG.SYS
file sets up a 6-MB RAM drive:

devicehigh=c:\windows\ramdrive.sys 6144 512 1024 /e

NOTE: The RAMDRIVE.SYS device driver comes with
both MS-DOS and Windows. You should use whichever
version is newer. Also note that this example assumes
you’re using MS-DOS or a third-party memory manager
to create upper memory blocks. If you're not using
memory management software to create upper memory
blocks, change devicehigh to device in the line above. (For
more information about MS-DOS’s memory management
capabilities, see The Microsoft Guide to Managing Memory
with MS-DOS 6, by Dan Gookin, Microsoft Press, 1993.)

If C is your only hard disk drive, the RAM drive will be drive D. Exit all
applications and reboot the computer to be sure that the RAM drive is
installed.

3. Set the TMP and TEMP environment variables to D:\. If you have
successfully installed a RAM drive, these environment variables instruct
the compiler and linker (and possibly other programs) to store tempo-

rary files in the RAM drive. Set these environment variables in your
AUTOEXEC.BAT file:

set tmp=D:\
set temp=D:\

(Note: Change the drive letter if your RAM drive is not drive D.)

4. Modify your MFC library project files to use the RAM drive for
precompiled headers. This procedure must be performed for each
generated MFC library project file, but the results are worth the effort.
First, though, you need to know about precompiled headers and the way
the MFC library uses them.

NOTE: Visual C++ has two precompiled header “sys-
tems”: automatic and manual. Automatic precompiled
headers, activated with the /Yx compiler switch, are new,
but manual precompiled headers, first introduced with
C/C++version 7.0, are still available. The make files in this
book, as generated by AppWizard, use the manual
precompiled headers.
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Precompiled headers represent compiler “snapshots” taken at a
particular source code line. In all MFC library programs, the snapshot
is taken immediately after the statement

#include "stdafx.h"

The file STDAFX.H contains #include statements for the MFC library
header files. The file’s contents depend on the options that you select
when you run AppWizard, but the file always contains the following
statements:

#include <afxwin.h>
#include <afxext.h>

If you’re using OLE, STDAFX.H contains the statement
ffinclude <afxole.h>

Occasionally you’ll need the “private” header file that is accessed by
the statement

f#include <afxpriv.h>
The source file STDAFX.CPP contains only the statement
#include "stdafx.h"

and is used to generate the precompiled header file in the project
directory. The MFC library headers included by STDAFX.H never
change, but they do take a long time to compile. The compiler switch
/Yc, used only with STDAFX.CPP, causes creation of the precompiled
header (PCH) file. The switch /Yu, used with all the other source code
files, causes use of an existing PCH file. The switch /Fp specifies the
PCH filename that would otherwise default to STDAFX.PCH in the
project subdirectory.

AppWizard sets the /Yc and /Yu switches for you. To change these
switches, choose Project from Visual Workbench’s Options menu, and
click the Compiler button; then click on the Precompiled Headers
category, and check or uncheck the Automatic Use Of Precompiled
Headers check box as necessary.

NOTE: You need to choose Rebuild All from‘ the
Project menu to create the precompiled header in the
RAM drive.
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You must manually set the /Fp switch to force the PCH file to reside
in the RAM drive. To do so, choose Project from Visual Workbench’s
Options menu, and click the Compiler button; then click on the Custom
Options category, and add the expression

/Fp"D:\STDAFX.PCH"

in the Other Options text box, as shown here:

P-Code Generation
Precompiled Headers
Preprocessor

Segment Names
'Windows Prolog/E pilog

NOTE: Most of the projects on the book’s companion
disc use the /Fp switch to store the PCH file in the \VCPP
subdirectory. This reduces the disk space required when
all the projects are compiled, but it doesn’t require a RAM
drive. You can convert these projects to use a RAM drive
by replacing the expression

/Fp". . \STDAFX.PCH"

in the Other Options text box in the Custom Options cat-
egory of the C/C++ Compiler Options dialog box with the
expression

/Fp"D:\STDAFX.PCH"

If you’re working on several projects simulténeously, those projects can
share the same STDAFX.PCH file because that file isn’t application-.
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dependent. Not only will you save time, but you’ll save disk space be-
cause you’ll eliminate duplicate copies of the very large PCH file.

NOTE: You can share the precompiled header file
among projects only if the contents of STDAFX.H are the
same. A project that uses OLE, for example, can’t use the
PCH file from a project that doesn’t use OLE. See the
Visual C++ documentation for more information.

NOTE: Obviously, the PCH file won’t stay in the RAM
drive when the computer is rebooted or turned off. You
can set up batch files to save and restore this file from
disk, or you can force Visual Workbench to regenerate the
PCH file by choosing Rebuild All from the Project menu.

5. Store the library files in the RAM drive. You’ll reduce link time by
about 25 percent if you keep the library files in the RAM drive. Use a
batch file to copy the appropriate LIB files to the RAM drive when your
computer boots. (If you’re using the medium-model debug library, you’ll
want to copy MLIBCEW.LIB and MAFXCWD.LIB to the RAM drive.)
Finally, tell Visual C++ to look for the library files in the RAM drive. To
do so, choose Directories from the Options menu. In the Directories
dialog box that appears, set the Library Files Path text box to point to
the RAM drive. (Unless you have a very large RAM drive, you’ll probably
want to leave the MFC library files on your hard disk. Be sure the Library
Files Path text box in the Directories dialog box still points to the MFC
library subdirectory on your hard disk.)

6. If you’re not using the debugger, eliminate the debugging infor-
mation. You might want to get the benefits of the TRACE, VERIFY, and
ASSERT macros without using the debugger. AppWizard generates
project files with the compiler and linker switches for debugging infor-
mation. You can save build time by turning off these switches as follows:

Q Choose Project from the Options menu. The Project Options dialog
box appears. Click the Compiler button. The C/C++ Compiler Op-
tions dialog box appears. Click on the Debug Options category, and
then click the None radio button. Your screen now looks like the one
shown at the top of the following page:
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nologo /w3 /AM 701 /D "NDEBUG" /GA

-Code Generation

recompiled Headers

leplOCBSSDl‘

egment Names
'Windows Prolog/E pilog

Q Click OK to close the C/C++ Compiler Options dialog box:

Q Click the Linker button in the Project Options dialog box. The Linker
Options dialog box appears. Click on the Output category, and then
uncheck the Generate Debugging Information check box. Your
screen now looks like this:

| | /NGD /PACKC:61440 /STACK:10240 /ALIGN:16 Z0NERROR:NDEXE /CO
/LIB:"commdlg.lib" /LIB:"olecli.lib" /LIB:"olesvr.lib" /LIB:"shell.lib"

Memory image
cellaneous

(i Output
‘Windows Libraries

Q Close the Linker Options and Project Options dialog boxes.

NOTE: The D‘ebug radio button in the Build Mode sec-
tion of the Project Options dialog box enables a set of
compiler and linker options that relate to debugging.
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These options include the generation of debugging infor-
mation for Visual Workbench and CodeView for Windows
debuggers, the definition of the _DEBUG preprocessor
constant (which activates certain diagnostic features in
the MFC library), and the selection of the debug ver-
sion of the MFC library (MAFXCWD.LIB for medium-
memory-model applications).

It’s possible to separately enable and disable each of
these debugging options through the Compiler Options
and Linker Options dialog boxes. If, for example, you
want the MFC library diagnostic features, such as the
TRACE macro, but you don’t want to use the debug-
ger, you must individually adjust the compiler and linker
options.

7. If you aren’t using the browser, don’t build the browser database.
The project’s browser database (BSC file) must be rebuilt every time you
change any source code. If you don’t need the browser, you can save
build time by turning off browser information. To do so, choose Project
from the Options menu. The Project Options dialog box appears. Click
the Compiler button. The C/C++ Compiler Options dialog box appears.
Click on the Listing Files category, and then uncheck the Browser
Information check box. Your screen now looks like this:

e Generation
ustom Options

ustom l]p!mns (C++)

sting Files

ptimizations

-Code Generation
ecompiled Headers
eprocessor

egment Names
indows Pyolog/E pilog

Close the C/C++ Compiler Options and Project Options dialog boxes.
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Creating a New MAK File

Sooner or later you’ll need to create your own MAK file for an existing
project. Perhaps the MAK file from AppWizard was lost, or perhaps you pre-
fer not to use AppWizard. Simply do the following:

1. Choose Close All from Visual Workbench’s Window menu. When
you start a new project, Visual Workbench leaves your old windows
open, which is probably not what you want.

2. Choose New from Visual Workbench’s Project menu. A sub-
directory must exist for the project. If you’re starting from scratch,
use File Manager to create a new subdirectory. Select the sub-
directory using the New Project dialog box, and then type the
makefile name. You'll see a list of any CPP and C files that already
exist in the selected subdirectory.

3. Add the necessary source files. Click the Add All button (or double-
click on individual files). Doing so adds the files to the project. Also
add the DEF file (you might have to write one) and the RC file.

4. Set up manual precompiled headers. Assuming your project has
STDAFX.CPP and STDAFX.H files, fill in the Precompiled Headers
category of the C/C++ Compiler Options dialog box, as shown
here:

ologo /Gs /G2 /Zp1 /W3 /Zi /AM Yu"STDAFX.H" /0d /D “_DEBUG™
R /GA /Fd"EX03A.PDB"

indows Prolog/E pilog

50




CHAPTEHR F O UR

BASIC EVENT HANDLING—
USING CLASSWIZARD

In Chapter 3, you saw how the Microsoft Foundation Class (MFC) Library
application framework called the view class’s virtual OnDraw function. Take a
look at the Class Library Reference now. If you look at the documentation for
the CView class and its base class, CWnd, you'll see several hundred member
functions. Functions with names beginning with On—such as OnKeyDown
and OnLButtonUp—are member functions that the application framework
calls in response to various Windows “events” such as keystrokes and mouse
clicks.

Most of these application framework-called functions aren’t virtual
functions such as OnDraw and thus require more effort to program. This
chapter explains how to use the Visual C++ ClassWizard to set up the “mes-
sage map” structure necessary for connecting the application framework to
your functions’ code. You’ll see the practical application of message map
functions. _

~ The first two examples use an ordinary CView class. More often than
not, you'll want a “scrolling” view. The last example uses CScrollView in place
of the CView base class. Now the MFC library application framework inserts
scroll bars and “hooks them up” to the view.

Getting User Input—Message Map Functions

" Your EXO03A application from Chapter 3 did not accept user input (other
than the standard Microsoft Windows resizing and window close com-
mands). The window contained menus and a toolbar, but these were not
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“connected” to the view code. The menus and the toolbar must wait until
Part III of this book because they depend on the frame class, but plenty of
other Windows input sources will keep you busy until then. Before you can
process any Windows event, even a mouse click, however, you must learn
how to use the MFC library message map system.

The Message Map

When the user clicks the left mouse button in a view window, Windows sends
a message—specifically WM_LBUTTONDOWN—to that window. If your
program needs to take action in response to WM_LBUTTONDOWN, your
view class must have a member function that looks like this:

void CMyView: :OnLButtonDown (UINT nFlags, CPoint point)
{

// event processing code here

Your class header file must also have the corresponding prototype:
afx_msg void OnLButtonDown (UINT nFlags, CPoint point);

The afx_msgnotation is a “no-op” that alerts you that this is a prototype for a
message map function. Finally, your code file needs a message map macro
that connects your OnLButtonDown function to the application framework:

BEGIN_MESSAGE_MAP (CMyView, CView)
" ON_WM_LBUTTONDOWN () // entry specifically for OnLButtonDown
// other message map entries
END_MESSAGE_MAP()

and your class header file needs the statement

DECLARE_MESSAGE_MAP ()

How do you know which function goes with which Windows message?
Appendix B (and the MFC library online Help file) includes a table that lists
all standard Windows messages and corresponding member function proto-
types. You can manually code the message-handling functions—indeed, that
was the only option for Microsoft Foundation Class Library version 1.0 pro-
grammers. Fortunately, Visual C++ provides a tool, ClassWizard, that auto-
mates the coding of message map functions.

Saving the View’s State—Class Data Members

If your program accepts user input, you’ll want the user to have some visual
feedback. The view’s OnDraw function draws an image based on the view’s
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current “state,” and user actions can alter that state. In a full-blown MFC li-
brary application, the document object holds the state of the application,
but you’re not to that point yet. For now, you’ll use a view class “data mem-
ber,” m_ellipseRect, an object of class CRect, to hold the current bounding rect-
angle of an ellipse. Then you’ll make the member function toggle that
rectangle (the view’s state) between small and large. (The toggle is activated
by pressing the mouse’s left button.) The initial value of m_ellipseRect is set in
the CMyView constructor, and it is changed in the OnLButtonDown member
function.

NOTE: By convention, MFC library nonstatic class data mem-
ber names begin with m_.

TIP: Why not use a global variable for the view’s state? Because
if you did, you’d be in trouble if your application had multiple
views. Besides, encapsulating data in objects is a big part of what
object-oriented programming is all about.

Initializing a View Class Data Member

As Appendix A points out, the most efficient place to initialize a class data
member is in the constructor, like this:

CMyView: :CMyView() : m_ellipseRect (0, 0, 200, 200) { }

Invalidating the Rectangle

The OnLButtonDown function could toggle the value of m_ellipseRect all day,
but the OnDraw function won’t get called unless the user resizes the view win-
dow. The OnLButtonDown function must call the InvalidateRect function (a
member function that the CMyView class inherits from CWnd). InvalidateRect
triggers a call to OnDraw, and OnDraw can access the “invalid rectangle” pa-
rameter that was passed to InvalidateRect.
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The smaller the invalid rectangle, the faster Windows draws the win-
dow, even if your OnDraw function issues drawing instructions for all ele-
ments in the window. If your OnDraw function is smart enough to draw only
the items that are inside the invalid rectangle, the display update will be even
faster.

The Window’s Client Area

A window has a rectangular “client area” that excludes the border, caption
bar, and menu. The CWnd member function GetClientRect supplies you with
the client area dimensions. Normally, you’re not allowed to draw outside the
client area, and most mouse messages are received only when the mouse cur-
sor is in the client area.

The EX04A Example Program

54

In the EX04A example, a circle changes size when the user clicks the left
mouse button while the mouse cursor is inside the view window. You'll see
the use of a view class data member to hold the view’s state, and you’ll use the
InvalidateRect function.

In the Chapter 3 example, drawing in the window depended on only
one function, OnDraw. The EX04A example requires three customized func-
tions (including the constructor) and one data member. The complete
CEx04aView header and source code files are listed in Figure 4-1. (The steps
for creating the program are shown after the program listings.) All changes
to the original AppWizard output are screened in gray.

EX04AVW.H

class CEx0Od4aView : public CView

protected: // create from serlallzatlon only
CEx04aview() ;
DECLARE_DYNCREATE (CEx04aView)

// Attributes
public:
CEx04aDoc* GetDocument()

Figure 4-1. (continued)
The CEx04aView header and source code files. :
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Figure 4-1. continued

// Operations
public:

// Implementation
public:
virtual ~CExO4aview();
virtual void OnDraw (CDC* pDC); // overridden to draw this view
#ifdef _DEBUG
virtual void AssertValid() const;
virtual void Dump (CDumpContexté& dc) const;
#endif

// Generated message map functions
protected:
//{{AFX_MSG (CEx04aView)

//}}YAFX_MSG
DECLARE_MESSAGE_MAP ()

#ifndef _DEBUG // debug version in exO4davw.cpp
inline CEx0O4aDoc* CEx04aView: :GetDocument ()

{ return (CEx04aDoc*) m_pDocument; 1}
#endif

EX04AVW.CPP

#include “stdafx.h”
#include “ex04a.h”

#include “ex0O4adoc.h”
#include “ex04avw.h”

#ifdef _DEBUG

#undef THIS_FILE

static char BASED_CODE THIS_FILE[] = __FILE__;
#endif

[0 077777777707707777770777777777777777770777771077777777777777777777
// CEx04aView

IMPLEMENT_DYNCREATE (CEx04aView, CView)
BEGIN_MESSAGE_MAP (CEx04aView, CView)

//{{AFX_%gG_MAP(CExq

—
s
piet e

4 Z@E‘ ;5:@%%

(continued)
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Figure 4-1. continued

//}}AFX_MSG_MAP
END_MESSAGE_MAP ()

(117000777 77710777777777077777777777777777077070707777/777077777777777777
// CEx04aView construction/destruction

-

CEx04aView::CEx04aView()%
{
}
CEx04aView: :~CEx04avView ()

{
}

11707077 777107777777107707777777770777777777777700777077707777717777777777777
// CEx04aView drawing

void CEx04aView: :OnDraw (CDC* pDC)

117771777 770777777770777777777777777770777777777777777707777777777777777
// CEx04aView diagnostics

#ifdef _DEBUG

~void CEx04aView: :AssertValid() const

{
CView: :Assertvalid();

void CEx04aView: :Dump (CDumpContext& dec) const
{
CView: :Dump (de) ;

CEx0O4aDoc* CEx04aView::GetDocument () // non-debug version is inline
{

ASSERT (m_pDocument ~>IsKindOf (RUNTIME_CLASS (CEx(04aDoc))) ;

return (CEx04aDoc*) m_pDocument;

#endif //_DEBUG

(continued)
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Figure 4-1. continued

1177777070777 77007777077 07777707707 777777770707770704777777777777777777717
// CEx0O4aView message handlers

void CEx04aView: :0OnLButtonDown (UINT nFlags, CPoint point)

Using ClassWizard with EX04A
Look at the following EX04AVW.H source code:

// {{AFX_MSG (CEx04aView)
afx_msg void OnLButtonDown (UINT nFlags, CPoint point);
//}}YAFX_MSG i

Now look at the following EX04AVW.CPP source code:

//{ {AFX_MSG_MAP (CEx04aView)
ON_WM_LBUTTONDOWN ()
//} YAFX_MSG_MAP

AppWizard generated the funny-looking comment lines for the benefit
of Class Wizard. ClassWizard adds message handler prototypes between the
AFX_MSG “brackets,” and it also adds message map entries between the
AFX_MSG_MAP brackets. In addition, ClassWizard generates a skeleton
OnLButtonDown member function in EX04AVW.CPP, complete with the cor-
rect parameter declarations and return type.

Notice how the AppWizard-ClassWizard combination is different from
a conventional code generator. You run a conventional code generator only
once and then edit the resulting code. You run AppWizard to generate the
application only once, but you can run ClassWizard as many times as neces-
sary, and you can edit the code at any time. You're safe as long as you don’t
alter what’s inside the AFX_MSG and AFX_MSG_MAP brackets.
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Using AppWizard and ClassWizard Together

The following steps illustrate how you use AppWizard and ClassWizard to-
gether to create this application:

1. Run AppWizard to create EX04A. Choose AppWizard from the Visual
Workbench Project menu. Use AppWizard to generate a program named
EX04A in the \VCPP\EX04A subdirectory. The options and the default
class names are shown here:

~ New Application Infarmation

Classes to be created:
Application: CEx04aApp in EX04A.H and EX04A_CPP
Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
Document: CEx04aDoc in EX04ADOC H and EX04ADOC.CPP
View: CEx04aView in EX04AVW.H and EX04AVW.CPP

the Single D f (SD
+ MSVC Compatible project file [EX04A.MAK)
+ Initial toolbar and status bar in main frame
+ Uses medium memory model

U]

Click on the Options and the Classes buttons in the MFC AppWizard
dialog box to set these options.

2. Use ClassWizard to add a CEx04aView class message handler.
Be sure you have opened the EX04A project, and choose ClassWizard
from the Browse menu of the Visual Workbench. The ClassWizard dialog
box appears. Now click on CEx04aView at the top of the Object IDs list
box, and then double-click on WM_LBUTTONDOWN in ClassWizard’s
Messages list box. The OnLButtonDown function name should appear in
the Member Functions list box, and a hand symbol should appear next
to the message name in the Messages list box. Here’s the ClassWizard
dialog box:
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5.
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Add the m_ellipseRect data member in EX04AVW.H. Insert the follow-
ing code at the start of the CExO4aView class declaration:

T ——
%%%a ~‘r§§%§§m’ e s
SRS
Build and run the EX04A program. In the Visual Workbench, choose
Build from the Project menu and then choose Execute. The resulting
program responds to left-button mouse clicks by shrinking and expand-
ing a circle in the view window. (Don’t press the mouse’s left button
quickly in succession; Windows interprets this as a double-click rather

than two single clicks.)

B

i

e

i

EX04B—Dragging a Circle with the Mouse

60

Le

t’s do something a little more sophisticated with the mouse. The object of

the next example is to draw a circle in the window and then allow the user to
drag the circle with the mouse. As you study the program, you’ll learn a few
more things about Windows.

Mouse message handlers are necessary for the following three mouse

messages:

B The WM_LBUTTONDOWN message begins the tracking process
if the left mouse button is pressed when the mouse cursor is posi-
tioned over the circle.
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B The WM_MOUSEMOVE message, received periodically while the
mouse moves, causes the circle to follow the mouse cursor position.
This message is processed only when the left mouse button is held
down and the tracking process was successfully started. (See
WM_LBUTTONDOWN at the bottom of the facing page.)

B The WM_LBUTTONUP message, received when the left mouse
button is released, ends the tracking process if it was successfully
started.

Now follow these steps to produce the working EX04B example.

1. Run AppWizard to create EX04B. Close the EX04A project, and use
AppWizard to generate a program named EX04B in the \VCPP\EX04B
subdirectory. The options and the default class names are shown here:

Classes to be created:
Application: CEx04bApp in EX04B.H and EX04B.CPP
Frame: CMainFrame in MAINFRM_.H and MAINFRM.CPP

Document: CEx04bDoc in EX04BDOC.H and EX04BDOC.CPP
View: CEx04bView in EX04BYW.H and EX04BVW.CPP

¢ | Features:
+ Supp the Single D t (SD))
+ MSVYC Compatible project file (EX04B.MAK)
+ Initial toolbar and status bar in main frame
+ Uses medium memory model

2. Edit the CEx04bView class header in the file EX04BVW.H. In the file
EX04BVW.H, add the following lines in the class CEx04bView declaration:

s
5 3 i e h 2 L

! - eSS
3. Use ClassWizard to add three message handlers. Add message-
handling functions for the three mouse messages previously described.
A list of Windows messages and their associated member functions is

shown in the table at the top of the following page:
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Message . Member Function Name
WM_LBUTTONDOWN OnLButtonDown
WM_LBUTTONUP OnLButtonUp
WM_MOUSEMOVE OnMouseMove

4, Edit the CEx04bView mouse message-handling functions in the file
EX04BVW.CPP. ClassWizard generated the skeletons for the functions
previously listed. Find them in the file EX04BVW.CPP, and then type in
the screened code (replacing the existing code) as follows:

void CEx04bView: :OnLButtonDown (UINT nFlags, CPoint point)
c :

void CEx04bView: :0nLButtonUp (UINT nFlags, CPoint point)
{

void CEx04bView: :OnMouseMove (UINT nFlags, CPoint point)
{
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5. Edit the constructor and the OnDraw function in the file EX04B-
VW.CPP. AppWizard generated these skeleton functions. Find them
and type in the following code:
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CEx04bView: :CEx04bView ()
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Build and run the EX04B program. In Visual Workbench, choose Build
from the Project menu and then choose Execute. The resulting program
allows a circle to be dragged with the mouse.

o

- The EX04B Program Elements

Following is a discussion of the major elements in the EX04B program.

The m_ellipseRect Data Member
This object of class CRect holds the current (as of the last mouse move)
bounding rectangle of the moving circle. The OnDraw member function

“uses it.

The m_mousePos Data Member

The OnMouseMove member function must compare the current mouse posi-
tion with the previous mouse position to know how far to move the circle.
This object of class CPoint stores the previous mouse position.

The m_bCaptured Data Member
This Boolean variable is set to TRUE when mouse tracking is in progress.
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The SetCapture and ReleaseCapture Member Functions
SetCaptureis the CWnd member function that “captures” the mouse such that
mouse movement messages are sent to this window even if the mouse cursor
is outside the window. An unfortunate side effect of this function is that the
circle can be moved outside the window and “lost,” but I'll show you how to
fix that problem in the first paragraph on the facing page. A desirable and
necessary effect is that all subsequent mouse messages are sent to the win-
dow, including the WM_LBUTTONUP message, which would otherwise be
lost. ReleaseCapture turns off mouse capture.

The SetCursor and LoadCursor Windows Functions

The MFC library does not “wrap” some Windows functions. By convention,
we use the C++ scope resolution operator (::) when directly calling Windows
functions. In this case, there is no potential of conflict with a CView member
function, but you can deliberately choose to call a Windows function in place
of a class member function with the same name. In that case, the :: operator
ensures that you call the globally scoped Windows function.

With the first parameter NULL, the LoadCursor function creates a “cur-
sor resource” from the specified predefined mouse cursor that Windows
uses. The SetCursor function activates the specified cursor resource. This cur-
sor remains active as long as the mouse is captured.

CRect, CPoint, and CSize Arithmetic

If you look in the Class Library Reference, you will see that the CRect, CPoint,
and CSize classes have a number of overloaded operators. (Overloaded op-
erators are explained in Appendix A.) You can, among other things, do the
following:

B Add a CSize object to a CPoint object

B Subtract a CSize object from a CPoint object

B Subtract one CPoint object from another, yielding a CSize object
B Add a CPoint object to a CRect object

@ Subtract a CPoint object from a CRect object

From this list, you can begin to see that a CSize object is the “difference
between two CPoint objects” and that you can “bias” a CRect object by a CPoint
object. The C++ compiler enforces the rules above; it will not, for example,
let you add a CSize object to a CRect object.

The OnMouseMove member function uses CRect, CPoint, and CSize ob-
jects to move the circle’s bounding rectangle based on the last mouse move.
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Is a Point Inside the Client Area?

A captured mouse can move the circle outside the client area, but that’s not
what we want. The OnMouseMove message handler uses the CRect::PtInRect
function to see whether the mouse position is truly inside the client area. If
the mouse cursor is outside the client area, the circle isn’t moved.

Is a Point Inside a Circle?

The Windows GDI provides an element called a “region” that can be used for
clipping and for hit testing. Regions consist of combinations of polygons (in-
cluding rectangles) and ellipses. The OnLButtonDown function creates a tem-
porary CRgn object corresponding to the circle, and then it calls the PtInRgn
function to find out whether the mouse cursor was inside the circle when the
mouse button was pressed.

The Minimum Invalid Rectangle

The previous example, EX04A, invalidated the entire view client area each
time the circle size was changed. The EX04B example invalidates only the
area known to have changed. This rectangular area is computed by first per-
forming a union operation on the rectangle for the circle’s new position and
on the rectangle for the circle’s old position and then by performing an in-
tersection operation with the window’s client area. Figure 4-2 illustrates the
process. ‘

Client Area

Old circle position

| The invalid
rectangle

New circle position

Figure 4-2.
Calculating the minimum invalid rectangle.
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The CRect LPRECT Operator

If you read the Class Library Reference carefully, you will notice that the CWnd
InvalidateRect member function takes an LPRECT parameter, not a CRect pa-
rameter. It so happens that LPRECT is a pointer to a Windows RECT struc-
ture and that CRect is derived from RECT. (Yes, C++ lets you derive a class
from a structure.) This derivation ensures that a CRect* parameter is passed
to the function, not a CRect argument.

A CRect argument is allowed because the CRect class defines an over-
loaded operator LPRECTY() that takes the address of a CRect object. Thus, the
compiler converts CRect arguments to LPRECT arguments when necessary.
You call functions as though they had CRect reference parameters. The view
member function code

CRect clientRect;
GetClientRect (clientRect);

retrieves the client rectangle coordinates and stores them in clientRect.

Device Coordinates—Necessary for This Example

In the Windows default device coordinates mode, units map to display pixels
with the origin at the top left. Vertical (y-axis) values increase from top to
bottom. Because they call underlying Windows functions, many CRect opera-
tors work properly only with coordinates that have non-negative values. Also,
the mouse message function point parameter is always in device coordinates.
Chapter 5 illustrates the use of other Windows mapping modes and the ap-
propriate conversion strategies.

A Scrolling View Window

As the lack of scroll bars in EX04A and EX04B indicates, the MFC library
CView class, the base class of CEx04bView, doesn’t directly support scrolling.
The MFC library has another class, CSerollView, that does support scrolling.
CScrollView is derived from CView. We’ll create a new program that uses
CScrollView in place of CView. The new program, EX04C, does not accept
mouse input because the necessary coordinate transformation functions
aren’t covered until Chapter 5. The program does process keyboard mes-
sages, and it introduces an important Windows message, WM_CREATE.

A Window Is Larger than What You See

If you use the mouse to shrink the size of an ordinary window, the contents
of the window remain anchored at the top left of the window, and items at
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the bottom and/or on the right of the window disappear. When you expand
the window, the items reappear. You can correctly conclude that a window is
larger than the “viewport” that you see on the screen. The viewport doesn’t
have to be anchored at the top left of the window area. Through the use of
the CWnd functions ScrollWindow and SetViewportOrg, the CScrollView class al-
lows you to move the viewport anywhere in the window, and that includes
areas above and to the left of the origin.

Scroll Bars

Microsoft Windows makes it easy to display scroll bars at the edges of a win-
dow, but Windows by itself doesn’t make any attempt to connect those scroll
bars to their window. That’s where the CScrollView class fits in. CScrollView
member functions process the WM_HSCROLL and WM_VSCROLL mes-
sages sent by the scroll bars to the view. Those functions move the viewport
within the window and do all the necessary housekeeping.

Scrolling Alternatives

The CScrollView class supports a particular kind of scrolling—one in which
there is one big window and a small viewport. Each item is assigned a unique
position in this big window. What if you have 10,000 address lines to display?
Instead of having a window 10,000 lines long, you probably want a smaller
window with scrolling logic that selects only as many lines as the screen can
display. In that case, you should write your own scrolling view class derived
from CView.

NOTE: Asyou’ll see in Chapter 24, a CScrollView-derived view
can easily and efficiently accommodate as many as 2000 lines.

The EX04C Scrolling Example

The goal of EX04C is to make a window twice as wide and twice as high as the
screen. The program draws a large circle at the exact center of this window
such that the upper left quadrant of the circle is visible when the window is
maximized. The user can scroll the window with the mouse and the direction
keys.

1. Run AppWizard to create EX04C. Use AppWizard to generate a pro-
gram named EX04C in the \VCPP\EX04C subdirectory. In the Classes
dialog box, select CEx04cView and set the base class to CScrollView, as
shown at the top of the following page.
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Classes

CExO4cApp
CMainFrame
CEx04cDoc
CExD4cView

[CSciolview |8 [etdovmcop |
CEditView . -
CFormView

CScrollView

‘The options and the default class names are shown here:
o Infarmation

lasses to be created:
| Application: CEx04cApp in EX04C_H and EX04C.CPP
Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
Document: CEx04cDoc in EX04CDOC_H and EX04CDOC.CPP
ScrollView: CExD4cView in EXD4CVW H and EX04CYW.CPP

| Features:
+ Supports the Single Document Interface (SD1)
+ MSYC Compatible project file {EX04C_MAK)
+ Initial toolbar and status bar in main frame
+ Usges medium memory model

2. Modify the AppWizard-generated OnlnitialUpdate function in
EX04CVW.CPP as follows:

void CEx04CView::0OnInitialUpdate ()

{
CScrollview: :OnInitialUpdate() ;
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\

5. Edit the CEx04cView OnDraw function. Change the AppWizard-gener- |
ated OnDraw function in EX04CVW.CPP by typing in the following code:

void CEx04CView: :OnDraw (CDC* pDC)
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6. Build and run the EX04C program. In the Visual Workbench, choose
Build from the Project menu and then choose Execute. The program
shows a large circle in a scrolling window as shown here:

You might need to scroll to see the circle.

The EX04C Program Elements

Following is a discussion of the major elements in the EX04C prografn.

The Windows GetSystemMetrics Function

The Windows GetSystemMetrics function returns the widths and heights of
various Windows display elements, including the screen itself. OnDraw uses
the screen size to determine the circle’s center.

The Virtual OnlnitialUpdate Function

OnlnitialUpdate is called by the framework soon after the window is created.
This is a good place to initialize the window. Be sure to call the base class
function. (OnlnitialUpdateis explained in greater detail in Chapter 15.)
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The SetScroliSizes Function

SetScrollSizes is a CScrollView member function that must be called during the
initialization of a scrolling window. This function specifies the map mode,
total window size, and page and line sizes for scrolling. The MM_TEXT map-
ping mode corresponds to device coordinates where one unit equals one
pixel.

Handling Keystrokes
Most of the time, you’ll get keyboard input through Windows edit controls,
keyboard accelerators, or the CEditView class, all of which will be described
later. Sometimes, though, you need to process raw keystrokes. The Windows
WM_KEYDOWN message gives you the exact, untranslated code for a
pressed key. The message map function OnKeyDown handles this message
with a switch statement that the nChar parameter controls. '
Keystrokes that represent normal ASCII characters also generate a
WM_CHAR message that delivers the translated ASCII character. We cannot
use WM_CHAR here because the direction keys don’t generate ASCII
characters.

Connecting Scroll Keys to CScrollView

In a CScrollView window, the scroll bars send a WM_HSCROLL message
and a WM_VSCROLL message in response to the user’s mouse actions. The
handlers for these messages call the CScrollView::OnHScroll and CScrollView-
::0OnVScroll virtual member functions. If you want only mouse scrolling, you
don’t need to write any code because the base class does the work. If you
want keyboard-actuated scrolling, however, you can use the OnKeyDown func-
tion to simulate scroll messages. All that’s necessary is a direct call to the
OnVScroll function. The Up direction key, for example, with code VK_UP,
calls OnVScroll with the parameters that specify “scroll up one line.” The size
of a line was set in the SetScrollSizes function called in OnlnitialUpdate.

Coordinate Transformations—Not Yet

EX04C is an introductory CScrollView example. Coordinate transformations
are going on in the base class, so don’t try any transformations yourself. See
EXO05A in the next chapter for a complete scrolling example with alternate
mapping modes.
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Other Windows Messages

The MFC library directly supports about 130 Windows message-handling
functions. In addition, you can define your own messages. You will see plenty
of message-handling examples in later chapters, including handlers for
menu items, child window controls, and so forth. In the meantime, five spe-
cial Windows messages deserve special attention.

The WM_CREATE Message

This is the first message that Windows sends to a view. It is sent when the
window’s Create function is called by the framework, so the window creation
is not finished and the window is not visible. Therefore, your OnCreate han-
dler cannot call Windows functions that depend on the window being com-
pletely alive. You can call such functions in an overridden OnlnitialUpdate
function, but you must be aware that, in an SDI application, OnInitialUpdate
can be called more than once in a view’s lifetime.

The WM_CLOSE Message

Windows sends the WM_CLOSE message when the user closes a window
from the system menu and when a parent window is closed. If you imple-
ment the OnClose message map function in your derived view class, you can
control the closing process. If, for example, you need to prompt the user to
save changes to a file, you do it in OnClose. Only when you have determined
that it is safe to close the window do you call the base class OrClose function,
which continues the close process. The view object and the corresponding
window are both still active.-

TIP: When you're using the full application framework, you
probably won’t use the WM_CLOSE message handler. As Chapter
24 illustrates, you’ll override the CDocument::SaveModified virtual
function instead, as part of the application framework’s highly
structured program exit procedure.

The WM_QUERYENDSESSION Message
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Windows sends the WM_QUERYENDSESSION message to all running ap-
plications when the user exits Windows. The OnQueryEndSession message
map function handles it. If you write a handler for WM_CLOSE, write one
for WM_QUERYENDSESSION too.
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The WM_DESTROY Message

Windows sends this message after the WM_CLOSE message, and the
OnDestroy message map function handles it. When your program receives this
message, it should assume that the view window is no longer visible on the
screen but that it is still active and its child windows are still active. Use this
message handler to do cleanup that depends on the existence of the under-
lying window. Be sure to call the base class OnDestroy function. You cannot
“abort” the window destruction process in your view’s OnDestroy function.
OnClose is the place to do that.

The WM_NCDESTROY Message

This is the last message that Windows sends when the window is being de-
stroyed. All child windows have already been destroyed. You can do final pro-
cessing in OnNcDestroy that doesn’t depend on a window being active. Be sure
to call the base class OnNcDestroy function.

TIP: Do not try to destroy a dynamically allocated window ob-
ject in OnNeDestroy. That job is reserved for a special CWnd virtual
function, PostNcDestroy, that the base class OnNcDestroy calls. Tech-
nical Note # 17 in the MFCNOTES.HLP Help file gives hints on
when it’s appropriate to destroy a window object.
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CHAPTEHR FI1VE

THE GRAPHICS DEVICE
INTERFACE (GDI)

%u’ve already seen some elements of the GDI. Any time your program
draws directly on the display or printer, it must use the GDI functions. The
GDI has functions for drawing points, lines, rectangles, polygons, ellipses,
bitmaps, and text. This chapter gives you the information you need to use
the GDI effectively in the Visual C++ environment. It emphasizes the use of
text because graphics programming for Microsoft Windows is often intuitive.
We’ll cover in detail the “mapping modes” that determine the size of dis-
played objects.

The Device Context Classes

In Chapters 3 and 4, the OnDraw member function of the view class was
passed a pointer to a device context object. OnDraw selected a brush and
then drew a circle. The Windows device context is the key GDI element that
represents a physical device. Each C++ device context has an associated Win-
dows device context, identified by a handle of type HDC.

Microsoft Foundation Class (MFC) Library version 2.5 has a number of
device context classes. The base class CDC has all the member functions
(some virtual) you’ll need for drawing. Except for the oddball CMetaFileDC
class, derived classes are distinct only in their constructors and destructors. If
you (or the application framework) construct an object of a derived device
context class, you can pass a CDC pointer to a function such as OnDraw. For
the display, the usual derived classes are CClientDC and CWindowDC. For
other devices, such as a printer or a memory buffer, you construct an object
of the base class CDC.
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The “virtualness” of the CDC class is an important feature of the appli-
cation framework. In Chapter 18, you’ll see how easy it is to write code that
works with both the printer and the display. A statement in OnDraw such as

pDC->TextOut (0, 0, “Hello”);

sends text to the display, the printer, or the Print Preview window depending
on the class of the object referenced by the CView::OnDraw function’s pDC
parameter.

For display and printer device context objects, the application frame-
work attaches the handle to the object. For other device contexts, such as the
memory device context that you’ll see in Chapter 10, you must call a mem-
ber function after construction in order to attach the handle.

The Display Context Classes CClientDC and CWindowDC

Remember that a window’s client area excludes the border, the caption bar,
and the menu bar. If you create a CClientDC object, you have a device context
that is mapped only to this client area—you can’t draw outside it. The point
(0, 0) usually refers to the upper left corner of the client area. As you’ll see
later, an MFC library CView object corresponds to a “child window” that is
contained in a separate frame window, often along with a toolbar, a status
bar, and scroll bars. The client area of the view, then, does not include these
other windows. If the window contains a toolbar, for example, point (0, 0)
refers to the point immediately under the left edge of the toolbar.

If you construct an object of class CWindowDC, point (0, 0) is at the up-
per left corner of the nonclient area of the window. With this “whole win-
dow” device context, you can draw in the window’s border, in the caption
area, and so forth. Don’t forget that the view window doesn’t have a
nonclient area, so CWindowDC is more applicable to frame windows than to
view windows. '

Constructing and Destroying CDC Objects
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After you construct a CDC object, it is important to destroy it promptly when
you’re done with it. Windows limits the number of available device contexts,
and if you fail to destroy a device.context object, the Debug kernel gives you
a nasty FatalExit message in the debug window. Most frequently, you’ll con-
struct a device context object inside a message handler function such as
OnLButtonDown. The easiest way to ensure that the device context object is
destroyed (and the underlying Windows device context is released) is to con-
struct the object on the stack like this:
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void CMyView: :0nLButtonDown (UINT nFlags, CPoint point)
{
CRect rect;

CClientDC dc(this); // constructs dc on the stack
dc.GetClipBox(rect); // retrieves the clipping rectangle
} // dc automatically destroyed

Notice that the CClientDC constructor takes a window pointer as a pa-
rameter. The destructor for the CClientDC object is called upon return from
the function. You can also get a device context pointer by using the CWnd::-
GetDC member function. You must be careful here to call the ReleaseDC func-
tion to release the device context.

void CMyView::0OnLButtonDown (UINT nFlags, CPoint point)
{

CRect rect;

CDC* pDC = GetDC(); // a pointer to an internal dc
pDC->GetClipBox (rect); // retrieves the clipping rectangle
ReleaseDC (pDC) ; // don’t forget this

WARNING: Youmustnotdestroy the CDCobject passed by the
pointer to OnDraw. The application framework handles the de-
struction for you.

The State of the Device Context

You know already that a device context is required for drawing. When you
use a CDC object to draw an ellipse, for example, what you see on the screen
(or the printer’s hard copy) depends on the current “state” of the device
context. This state includes

B Attached GDI drawing objects such as pens, brushes, and fonts.

# The mapping mode that determines the scale of items when they
are drawn.

B Various details such as text alignment parameters and polygon
filling mode. You have already seen, for example, that choosing a
gray brush prior to drawing an ellipse results in the ellipse having
a gray interior.

When you create a device context object, it has certain default charac-
teristics, such as a black pen for shape boundaries. All other state character-
istics are assigned through CDC class member functions. GDI objects are
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“selected into the device context” by means of the overloaded SelectObject
functions. A device context can, for example, have one pen, one brush, or
one font selected at any given time.

The CPaintDC Class

You’ll need this class only if you override your view’s OnPaint function. The
default OnPaint calls OnDraw with a properly set up device context, but some-
times you’ll need display-specific drawing code. The CPaintDC class is special
because its constructor and destructor do housekeeping unique to OnPaint.
Once you have a CDCpointer, however, you can use it as you would any other
device context pointer.

Here’s a sample OnPaint function that creates a CPaintDC object:

void CMyView: :OnPaint ()
{

CPaintDC dc(this);

OnPrepareDC (&dc); // explained later

dc.TextOut (0, 0, “for the display, not the printer”);

OnDraw (&dc) ; // stuff that’s common to the display and printer

GDI Objects
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A Windows GDI object type is represented by an MFC library class.
CGdiObject is the abstract base class for the GDI object classes. A “Windows
GDI object” is represented by a C++ object of a class derived from CGdiObject.
Here’s a list of the GDI derived classes:

8 CBitmap—A bitmap is an array of bits in which one or more bits
correspond to each display pixel. You can use bitmaps to represent
images, including icons and cursors, and you can use them to
create brushes.

B CBrush—A brush defines a bitmapped pattern of pixels that is used
to fill areas with color.
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M CFont—A font is a complete collection of characters of a particular
typeface and a particular size. Fonts are generally stored on disk
as resources, and some are device-specific.

W CPalette—A palette is a color mapping interface that allows an ap-
plication to take full advantage of the color capability of an output
device without interfering with other applications.

@ CPen—A pen is a tool for drawing lines and shape borders. You
can specify a pen’s color and thickness and whether it draws solid,
dotted, or dashed lines.

B CRgn—A region is an area that is a combination of polygons and
ellipses. You can use regions for filling, clipping, and mouse hit-
testing.

Constructing and Destroying GDI Objects

You never construct an object of class CGdiObject, but rather you construct
objects of the derived classes. Constructors for some GDI derived classes,
such as CPen and CBrush, allow you to specify enough information to create
the object in one step. Others, such as CFont and CRgn, require a second cre-
ation step. For these classes, you first construct the C++ object with the de-
fault constructor, and then you call a create function such as CreateFont or
CreatePolygonRgn.

The CGdiObject class has a virtual destructor. The derived class destruc-
tors delete the Windows GDI objects that are attached to the C++ objects. If
you construct an object of a class derived from CGdiObject, you must delete it
prior to exiting the program. If you don’t, Windows doesn’t release the
memory, and you’ll get another nasty message in the debug window. To de-
lete a GDI object, you must first separate it from the device context. You’ll
see an example in the next section.

Tracking GDI Objects

OK, so0 you know that you have to delete your GDI objects and that they must
first be disconnected from their device context. How do you disconnect
them? Members of the CDC SelectObject family of functions do the work of se-
lecting a GDI object into the device context and, in the process, return a
pointer to the previously selected object (which gets deselected in the pro-
cess). Trouble is, you can’t deselect the old object without selecting a new
object. One easy way to track the objects is to “save” the original GDI object
when you select your own GDI object and “restore” the original object when
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you’re finished. Then you’ll be ready to delete your own GDI object. Here’s
an example:

void CMyView: :0OnDraw (CDC* pDC)
{
CPen newPen (PS_DASHDOTDOT, 2, (COLORREF) 0); // black pen,
// 2 pixels wide
CPen* pOldPen = pDC->SelectObject (&newPen) ;

pDC->MoveTo (10, 10);

pDC->Lineto (110, 10);

pDC->SelectObject (pOldPen) ; // newPen is deselected
} // newPen automatically destroyed on exit ’

When a device context object is destroyed, all its GDI objects are dese-
lected. Thus, if you know that a device context will be destroyed before its
selected GDI objects are destroyed, then you don’t have to deselect the ob-
jects. If, for example, you declare a pen as a view class data member (and you
initialize it when you initialize the view), you don’t have to deselect the pen
inside OnDrawbecause the device context, controlled by the view base class’s
OnPaint handler, will be destroyed first.

Stock GDI Objects
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Windows contains a number of “stock GDI objects” that you can use. Because
these objects are inside Windows, you don’t have to worry about deleting
them. (Windows ignores requests to delete stock objects.) The MFC library
function SelectStockObject gives you a CGdiObject pointer that you can select
into a device context. These stock objects are handy when you want to de-
select your own nonstock GDI object prior to its destruction. You can use
a stock object as an alternative to the “old” object you used in the previous
example.

void CMyView::OnDraw (CDC* pDC)
{
CPen newPen (PS_DASHDOTDOT, 2, (COLORREF) 0); // black pen,
// 2 pixels wide

pDC->SelectObject (&newPen) ;

pDC->MoveTo (10, 10);

pDC->Lineto (110, 10);

pDC->SelectStockObject (BLACK_PEN) ; // newPen 1s deselected
} // newPen destroyed on exit

The Class Library Reference lists the stock objects available for pens,
brushes, fonts, and palettes.
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The Lifetime of a GDI Selection

For the display device context, you get a fresh device context at the begin-
ning of each message-handling function. No GDI selections (or mapping
modes or other device context settings) persist after your function exits. You
must, therefore, set up your device context from scratch each time. The
CView class virtual member function OnPrepareDC is useful for setting the
mapping mode, but you must take care of your own GDI objects.

For other device contexts, such as those for printers and memory buff-
ers, your assignments can last longer. For these long-life device contexts,
things get a little more complicated. The complexity results from the tempo-
rary nature of GDI C++ object pointers returned by the SelectObject function.
(The temporary C++ object will be destroyed by the application framework
during the idle loop processing of the application, sometime after the han-
dler function returns the call. See Technical Note #3 in the MFCNOTES.HLP
Help file.) You can’t simply store the pointer in a class data member; rather-
you must convert it to 2 Windows handle (the only permanent GDI identi-
fier) with the GetSafeHdc member function. Here’s an example:

// m_pPrintFont is a CFont pointer initialized in the CMyView constructor
// m_hOldFont is a CMyView data member of type HFONT, initialized to 0

void CMyView: :SwitchToCourier (CDC* pDC)
{
m_pPrintFont->CreateFont (30, 10, 0, 0, 400, FALSE, FALSE,
‘ ’ 0, ANSI_CHARSET, OUT_DEFAULT_PRECIS,
CLIP_DEFAULT_PRECIS, DEFAULT_QUALITY,
DEFAULT_PITCH « FF_MODERN,
“Courier New”); // TrueType
CFont* pOldFont = pDC->SelectObject (m_pPrintFont) ;
// m_hObject is the CGdiObject public data member that contains
// the handle
m_hOldFont = (HFONT) pOldFont->GetSafeHandle();

void CMyView:SwitchToOriginalFont (CDC* pDC)
{
// FromHandle is a static member function that returns an
// object pointer
if (m_hOldFont) {
pDC->SelectObject (CFont: : FromHandle (m_hOldFont) ) ;
} .

// m_pPrintFont is deleted in the CMyView destructor
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NOTE: Be careful when deleting an object whose pointer is re-
turned by SelectObject. If you’ve allocated the object yourself, you
can delete it. If the pointer is temporary, as it will be for the object
initially selected into the device context, you cannot delete the
C++ object.

A Permanent Device Context for ihe Display—
Registering Window Classes

You'’ve learned that you get a fresh display device context each time a Win-
dows message handler function is called. An exception to this rule, however,
is that at window creation time you can specify a permanent device context
that lasts for the life of the window. The permanent device context retains its
settings, including GDI object selections and mapping mode, but not its
color palette.

You request a permanent Windows device context with a call to the
AfxRegisterWndClass function, with the nClassStyle parameter CS_OWNDC or
CS_CLASSDC. Even though the Windows device context is permanent, you
must still ensure that it is released at the end of each message handler that
uses it.

The AfxRegisterWndClass function is useful for assigning other special
characteristics to a window. For example, you can use this function to inhibit
mouse double-click messages or to prevent the user from closing the window
from the system menu. To call AfxRegisterWndClass, override the CWnd virtual
PreCreateWindow member function for the window you want to customize.
Here’s an example in a derived view class:

BOOL CMyView: :PreCreateWindow (CREATESTRUCT& cs)
{
cs.lpszClass = AfxRegisterWndClass (CS_HREDRAW « CS_VREDRAW &
CS_OWNDC, NULL);
return TRUE;

Of course, you’ll need a prototype for the PreCreateWindow member
function in your view class declaration.

Windows Color Mapping

The Windows GDI provides a “hardware-independent” color interface. Your
program supplies an “absolute” color code, and the GDI maps that code to a
suitable color or color combination on your computer’s video display. Most
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Windows programmers try to optimize their applications’ color display for a
few common video board categories.

Standard Video Graphics Array (VGA) Display Boards

A standard VGA display board uses 18-bit color registers, and thus it has a
palette of 262,144 colors. Because of video memory constraints, however, the
standard VGA board accommodates 4-bit color codes, which means it can
display only 16 colors at a time. Because Windows needs fixed colors for cap-
tions, borders, scroll bars, and so forth, your programs can use only 16 “stan-
dard” pure colors. You cannot conveniently access the other colors that the
board can display.

Each Windows color is represented by a combination of 8-bit “red,”
“green,” and “blue” values. The 16 standard VGA “pure” (nondithered) col-
ors are shown in the following table:

Red Green Blue Color
0 0 0 Black
0 0 255 Bright blue
255 0 Bright green
0 255 255 Cyan
255 0 0 Bright red
255 0 255 Magenta
255 255 0 Bright yellow
255 255 255 White
0 128 Dark blue
0 128 0 Dark green
128 128 Blue-green
128 0 0 Brown
128 0 128 Dark purple
128 128 0 Olive .
128 128 128 Dark gray

192 192 192 Light gray

Color-oriented GDI functions accept 32-bit COLORREF parameters that
contain 8-bit color codes each for red, green, and blue. The Windows RGB
macro converts 8-bit red, green, and blue values to a COLORREF parameter.
The following statement, when executed on a system with a standard VGA
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board, constructs a brush with a dithered color (one that consists of a pat-
tern of pure-color pixels):

CBrush brush(RGB(128, 128, 192));

The following statement (in your view’s OnDraw function) sets the text
background to bright red:

pDC->SetBkColor (RGB(255, 0, 0));

The CDC functions SetBkColor and SetTextColor don’t always display dithered
colors as the brush-oriented drawing functions do. If the dithered color pat-
tern is too complex, the closest matching pure color is displayed.

256-Color Display Boards
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Many display boards can accommodate 8-bit color codes, which means they
can display 256 colors simultaneously. If you have one of these “super VGA”
boards, you need to install a special Windows display driver, supplied by
Microsoft or your board’s manufacturer, to activate the 256-color mode. Be-
cause 8-bit color images require twice as much memory as 4-bit color images,
Windows display updates can be noticeably slower in 256-color mode.

If Windows is configured for a 256-color display board, your programs
are limited to 20 standard colors unless you activate the Windows “color pal-
ette” system as supported by the MFC library CPaleite class and the Windows
API. Windows color palette programming is covered briefly in Chapter 23.
In this chapter, we’ll assume that the Windows default color mapping is in
effect. :

With a 256-color display driver installed, you get the 16 VGA colors
listed in the table on the previous page, plus 4 more, for a total of 20. The
following table lists the 4 additional colors:

Red Green Blue Color

192 220 192 Pale green
166 202 240 Light blue
255 251 . 240 Off-white
160 160 164 Medium gray

The RGBmacro works much the same as it does with the standard VGA.
If you specify one of the 20 standard colors for a brush, you get a pure color;
otherwise, you get a dithered color. If you use the PALETTERGB macro in-
stead, you don’t get dithered colors; you get the closest matching standard
pure color.
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24-Bit Color Display Boards

Other display boards, mostly in the high-end category (which are becoming
more widely used), use 24-bit color codes. This 24-bit capability enables the
display of 16.7 million pure colors. If you’re using a 24-bit color board, you
have full access to all the colors. The RGB macro allows you to specify the
exact colors you want.

Mapping Modes

Up to now, our drawing units have been display pixels, also known as device
coordinates. The statement

pDC->Rectangle (CRect (0, 0, 200, 200));

draws a square 200 pixels by 200 pixels, with its top left corner at the top left
of the window’s client area (with positive y values increasing as you move
down the window). This square would look smaller on a high-resolution dis-
play of 1024 by 768 pixels than it would on a standard VGA display that is 640
by 480 pixels, and it would look tiny if printed on a laser printer with 600-dpi
resolution.

What if you want the square to be 2 inches by 2 inches, regardless of the
display device? Windows provides a number of mapping modes, or coordi-
nate systems, that can be associated with the device context. If you assign the
MM_LOENGLISH mapping mode, for example, a logical unit is /100 inch in-
stead of 1 pixel. In the MM_LOENGLISH mapping mode, the y-axis runs in
the opposite direction to that in the MM_TEXT mode: y values decrease as
you move down. Thus, a 2-inch-by-2-inch square is drawn in logical coordi-
nates this way:

pDC->Rectangle (CRect (0, 0, 200, -200));

Looks easy, doesn’t it? Well, it isn’t, because you can’t work only in logi-
cal coordinates. Your program is always switching between device coordi-
nates and logical coordinates, and you need to know when to convert
between them. This chapter gives you a few rules that could make your pro-
gramming life easier. First you need to know what mapping modes Windows
gives you.

The MM_TEXT Mapping Mode

At first glance, MM_TEXT appears to be no mapping mode at all, but rather
another name for device coordinates. Almost. In MM_TEXT, coordinates
map to pixels, values of x increase as you move right, and values of y increase
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as you move down, but you’re allowed to change the origin through calls to
the CDC functions SetViewportOrg and SetWindowOrg. Here’s some code that
sets the origin to (100, 100) and draws a 200-pixel-by-200-pixel square. (An
illustration of the output is shown in Figure 5-1.) Now the logical point (0, 0)
maps to the device point (100, 100).

void CMyView: :OnDraw (CDC* pDC)

{
pDC->SetMapMode (MM_TEXT) ;
pDC->SetViewportOrg (CPoint (100, 100));
pDC->Rectangle (CRect (0, 0, 200, 200));

The “Fixed Scale” Mapping Modes

One important group of Windows mapping modes provides fixed scaling.
With these mapping modes, you can change the viewport origin, but you
cannot change the scale factor. You have already seen that, in the
MM_LOENGLISH mapping mode, x values increase as you move right, and y
values decrease as you move down. All fixed mapping modes follow this con-
vention, and you can’t change it. The only difference among the fixed map-
ping modes is the actual scale factor, listed in the table on the facing page.

Device
coordinate
0, 0) Device coordinate x-axis
Device coordinate (100, 100)
/ becomes logical coordinate (0, 0)
"""" Logical coordinate x-axis
E \___ Device coordinate (300, 300)
; becomes logical coordinate (200, 200)
Device Logical
coordinate coordinate
y-axis y-axis
Figure 5-1.

A square drawn after the origin has been moved to (100, 100).
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Mapping Mode Logical Unit
MM_LOENGLISH 0.01 inch
MM_HIENGLISH 0.001 inch
MM_LOMETRIC 0.1 mm
MM_HIMETRIC 0.01 mm
MM_TWIPS Yraso inch

The last mapping mode, MM_TWIPS, is most often used with printers.
One “twip” unit is %o point. (A point is a type measurement unit that is ap-
proximately /72 inch.) If the mapping mode is MM_TWIPS, and you want, for
example, 12-point type, set the character height to 12 x 20, or 240 twips.

The “Variable Scale” Mapping Modes

Windows provides two mapping modes, MM_ISOTROPIC and MM_ANISO-
TROPIC, that allow you to change the scale factor as well as the origin. With
these mapping modes, your drawing can change size as the user changes the
size of the window. Also, if you invert the scale of one axis, you can “flip” an
image about the other axis, and you can define your own arbitrary fixed scale
factors.

With the MM_ISOTROPIC mode, a 1:1 aspect ratio is always preserved.
In other words, a circle is always a circle as the scale factor changes. With the
MM_ANISOTROPIC mode, the x and y scale factors can change indepen-
dently. Circles can be squished into ellipses.

Here’s an OnDraw function that draws an ellipse that fits exactly in its
window: '

void CMyView: :OnDraw (CDC* pDC)
{
CRect clientRect;

GetClientRect (clientRect) ;

pDC->SetMapMode (MM_ANISOTROPIC) ;

pDC->SetWindowExt (1000, 1000);

pDC->SetViewportExt (clientRect.right, -clientRect.bottom) ;
pDC-SetViewportOrg(clientRect.right / 2, clientRect.bottom / 2);

pDC->Ellipse (CRect (-500, -500, 500, 500));
}

What'’s going on here? The functions SetWindowExt and SetViewportExt work
together to set the scale, based on the window’s current client rectangle
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returned by the GetClientRect function. The resulting window size is exactly
1000 by 1000 logical units. The SetViewportOrg function sets the origin to the
center of the window. Thus, a centered ellipse with a radius of 500 logical
units fills the window exactly as illustrated in Figure 5-2.

Here are the formulas for converting logical units to device units:

x scale factor = x viewport extent / x window extent
y scale factor = y viewport extent / y window extent
device x = logical x x x scale factor + x origin offset
device y = logical y x y scale factor + y origin offset

Suppose the window is 448 pixels wide (clientRect.right). The right edge of the
ellipse’s client rectangle is 500 logical units from the origin.The x scale fac-
tor is 448 / 1000, and the x origin offset is 448 / 2 device units. If you use the
formulas above, the right edge of the ellipse’s client rectangle comes out to
448 device units, the right edge of the window. The xscale factor is expressed
as aratio (viewport extent / window extent) because Windows device coordi-
nates are integers, not floating-point values. The extent values are meaning-
less by themselves.

If you substitute MM_ISOTROPIC for MM_ANISOTROPIC in the ex-
ample above, the “ellipse” is always a circle, as shown in Figure 5-3. It ex-

- pands to fit the smallest dimension of the window rectangle.

/— (500, 0)

X-axis

(-500, 0) —\

\ (0, -500)

Figure 5-2.
A centered ellipse drawn in the MM_ANISOTROPIC mapping mode.
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(500, 0)

Xx-axis

\ (0, -500)

Figure 5-3.
A centered ellipse drawn in the MM_ISOTROPIC mapping mode.

Coordinate Conversion

Once you set the mapping mode (plus the origin and scale) of a device con-
text, you can use logical coordinate parameters for most (but not all) CDC
member functions. If you get the mouse. cursor coordinates from a
WM_MOUSEMOVE message, for example, you’re dealing with device coor-
dinates. Many other MFC library functions, particularly the member func-
tions of class CRect, work correctly only with device coordinates.

Furthermore, you’re likely to need a third set of coordinates that we’ll
call “physical coordinates.” Why another set? Suppose you’re using the
‘MM _LOENGLISH mapping mode in which a logical unit is 0.01 inch, but an
inch on the screen represents a foot (12 inches) in the real world. Now sup-
pose the user works in inches and decimal fractions. A user measurement of
26.75 inches translates into 223 logical units, which must be ultimately trans-
lated to device coordinates. You’ll want to store the physical coordinates as
either floating-point numbers or scaled long integers to avoid rounding-off
€ITors.

For the physical-to-logical translation, you’re on your own, but the Win-
dows GDI takes care of the logical-to-device translation for you. The CDC
functions LPtoDP and DPtoLP translate between the two systems, assuming
the device context mapping mode and associated parameters have already
been set. Your job is to decide when to use each system. Here are a few rules
of thumb:
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B Assume CDCmember functions take logical coordinate parameters.
B Assume CWnd member functions take device coordinate parameters.

B Do all hit-test operations in device coordinates. Define regions in
device coordinates. Functions such as the CRect::PtInRect function
work only with non-negative coordinates. Windows, not the MFC
library, imposes this last restriction.

@ Store long-term values in logical or physical coordinates. If you
store a point in device coordinates and the user scrolls a window,
that point is no longer valid.

Suppose you need to know whether the mouse cursor is inside a rect-

angle when the user presses the left mouse button. Here’s the code:

// m_rect is CRect data member of CMyView in MM_LOENGLISH

//

logical coordinates

void CMyView: :0OnLButtonDown (UINT nFlags, CPoint point)

{

}

CRect rect = m_rect; // rect is a temporary copy of m_rect;

CClientDC dc(this);
dc . SetMapMode (MM_LOENGLISH) ;
dc.LPtoDP (rect) ; // rect is now in device coordinates
if (rect.PtInRect(pcint)) {
TRACE (“mouse cursor is inside the rectangle\n”);

}

Notice the use of the TRACE macro (discussed in Chapter 3).

Fonts

NOTE: As you get further into application framework pro-
gramming, you'll see that it’s better to set the mapping mode in
the virtual CView function OnPrepareDC instead of in the OnDraw
function. '

Old-fashioned character-mode applications could display only the boring
system font on the screen. Windows provides multiple, device-independent
fonts in variable sizes. The effective use of these Windows fonts can signifi-
cantly energize an application with minimum programming effort. The new
Windows version 3.1 TrueType fonts are even more effective and easier to
program than the previous device-dependent fonts. You’ll see several ex-
ample programs that use fonts later in this chapter.
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Fonts Are GDI Objects

Fonts are an integral part of the Windows GDI. This means that fonts behave
in the same way as other GDI objects. They can be scaled and clipped, and
they can be selected into a device context as a pen or a brush can be selected. .
All GDI rules about deselection and deletion apply to fonts.

Choosing a Font

Choosing a Windows font used to be like going to a fruit stand and asking for

- “a piece of reddish-yellow fruit, with a stone inside, that weighs about 4
ounces.” You might have gotten a peach or a plum or even a nectarine, and
you could be sure that it wouldn’t have weighed exactly 4 ounces. Once you
took possession of the fruit, you could weigh it and check the fruit type. Now,
with TrueType, you can specify the fruit type, but you still can’t specify the
exact weight.

Today you can choose between two font types—TrueType device-
independent fonts and device-dependent fonts such as the Windows display
System font and the LaserJet LinePrinter font—or you can specify a font cat-
egory and size and let Windows select the font for you. If you let Windows
select the font, it will choose a TrueType font if possible. The MFC library
provides a font selection dialog box tied to the currently selected printer, so
there’s little need for printer font guesswork. You let the user select the exact
font and size for the printer, and then you approximate the display the best
you can.

Printing with Fonts

For text-intensive applications, you’ll probably want to specify printer font
sizes in points. (1 point = }42 inch.) Why? Most, if not all, built-in printer fonts
are defined in terms of points. The LaserJet LinePrinter font, for example,
comes in one size, 8.5 point. You can specify TrueType fonts in any point
size. If you work in points, you need a mapping mode that easily
accommodates points. That’s what MM_TWIPS is for. An 8.5-point font is
8.5 x 20, or 170, twips, and that’s the character height you’ll want to specify.

Displaying Fonts
If you're not worried about the display matching the printed output, you
have a lot of flexibility. You can choose any of the scalable Windows True-
Type fonts, or you can choose the fixed-size system fonts (stock objects).
With the TrueType fonts, it doesn’t much matter what mapping mode you
use; simply choose a font height and go for it. No need to worry about
points.
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Matching printer fonts to make printed output match the screen pre-
sents some problems, but TrueType makes it easier than it was before. Even
if you're printing with TrueType fonts, however, you’ll never quite get the
display to match the printer output. Why? Characters are ultimately dis-
played in pixels, and the width of a string of characters is equal to the sum of
the pixel widths of its characters, possibly adjusted for kerning. The pixel
width of the characters depends on the font, the mapping mode, and the
resolution of the output device. Only if both the printer and the display were
set to MM_TEXT mode (1 pixel or dot = 1 logical unit) would you get an ex-
act correspondence. If you’re using the CDC GetTextExtent function to calcu-
late line breaks, the screen breakpoint will occasionally be different from the
printer breakpoint.

NOTE: In the MFC library Print Preview mode, which we’ll ex-
amine closely in Chapter 18, the line breaks occur exactly as they
do on the printer, but the print quality suffers in the process.

If you’re matching a printer-specific font on the screen, TrueType
again makes the job easier. Windows substitutes the closest matching
TrueType font. For the 8.5-point LinePrinter font, Windows comes pretty
close with its Courier New font.

Points in a Window—Logical Twips
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If you use twips units (/20 point, /isw inch) for printing, the obvious thing to
do is set the window device context mapping mode to MM_TWIPS. Doing so
is undesirable, however, because 10-point type that looks fine on paper is too
small to read when transferred inch for inch to a VGA screen. If, instead, you
use what Charles Petzold (in Programming Windows 3 I) calls the “logical
twips” mapping mode, things work better.

The following statements set the mapping mode to logical twips.

pDC->SetMapMode (MM_ANISOTROPIC) ;

pDC->SetWindowExt (1440, 1440);

pDC->SetViewportExt (pDC->GetDeviceCaps (LOGPIXELSX) ,
-pDC->GetDeviceCaps (LOGPIXELSY) ) ;

Don’t worry too much about the theory behind this mapping mode. Simply
remember that, if you use logical twips on the display, 12-point type (with a
character height of 240 twips) will look the same as it does in Visual Work-
bench and other Windows-based programs. The minus sign on the second
SetViewportExt parameter ensures that y values decrease as you move down, as
in the MM_TWIPS mode.
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‘Computing Character Height

Five font height measurement parameters are available through the CDC
function GetTextMetrics, but only three are significant. The tmHeight param-
eter represents the full height of the font, including descenders (for the
characters g, j, p, q, and y) and any diacritics that appear over capital letters.
The tmExternalLeading parameter is the distance between the top of the dia-
critic and the bottom of the descender from the line above. The sum of
tmHeight and tmExternall.eading is the total character height. The value of
tmExternalLeadingis often 0.

You would think that tmHeight would represent the font size in points.
Wrong! Another GetTextMetrics parameter, tminternalLeading, comes into play.
The point size corresponds to the difference between tmHeight and
tmInternalLeading. With the MM_TWIPS mapping mode in effect, a selected
12-point font might have a tmHeight value of 295 logical units and a
tmInternalLeadingvalue of 55. The font’s net height of 240 corresponds to the
point size of 12. Figure 5-4 shows the important font measurements.

tmExternalLeading
Diacritic
tminternalLeading
— tmHeight
| Net
height
— Descender

Figure 5-4.
Font height measurements.
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The EX05A Program

This example sets up a view window with the logical twips mapping mode. A
text string is displayed in 10 point sizes with the Arial TrueType font. Here
are the steps for building the application:

1. Run AppWizard to generate a project called EX05A. Choose App-
Wizard from Visual Workbench’s Project menu. The options and the
default class names are shown here:

Application: CEx05aApp in EX05A.H and EX05A.CPP

Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
Document: CEx05aDoc in EX05ADOC.H and EX05ADOC.CPP
View: CExD5aView in EX05AVW.H and EX05AYW.CPP

:: Features:
By

the Single D Interf DIl)
+ MSVYC Compatible project file (EX05A.MAK)
+ Initial toolbar and status bar in main frame
+ Printing and Print Preview support in view
+ Uses medium memory model

Notice that this time we’re accepting the default Printing And Print
Preview option.

2. Add function prototypes in file EXO5AVW.H. ShowFontis a new private
member function in the CEx05aView class. OnPrepareDC is an override of

a CView base class function. The class declaration needs prototypes for
both.

s

3. Add the OnPrepareDC and ShowFont functions in file
EX05AVW.CPP. These are new functions. You’ve already added the
prototypes in the class header.
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_ EX05A Windows Application - Ex05a

File Edit View Help

7is ol
his is PB-point Arial
This is 10-point Arial
This is 12-point Arial

This is 14-point Arial

This is 16-point Arial

This is 18-point Arial
This is 20-point Arial
This is 22-point Arial

[This is 24-point Arial

Notice that the output string sizes don’t quite correspond to the point
sizes. This discrepancy results from the font engine’s conversion of
logical units to pixels. The program’s trace output, partially shown
below, shows the display of font metrics (the numbers depending on
your display driver and your video driver):

points = 6, tmHeight = 134, tmInternalLeading
string width = 1032, string height = 134
points = 8, tmHeight = 182, tmInternalleading
string width = 1325, string height = 182
points = 10, tmHeight = 226, tmInternallLeading
string width = 1829, string height = 226
points = 12, tmHeight = 274, tmInternalleading
string width = 2208, string height = 274

14, tmExternalleading

tmExternallLeading

tmExternalLeading

tmExternallLeading

Try Print Preview. Notice, as shown below, that the printer font metrics
are different from the display font metrics, particularly the value of

tmInternalLeading:

tmExternallLeading

points = 6, tmHeight = 150, tmInternalleading
string width = 1065, string height = 150
points = 8, tmHeight = 210, tmInternallLeading
string width = 1380, string height = 210
points = 10, tmHeight = 240, tmInternalLeading
string width = 1770, string height = 240
points = 12, tmHeight = 270, tmInternalleading
String width = 2130, string height = 270

96

45, tmExternalLeading

tmExternalLeading

30, tmExternalLeading
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No attempt was made here to set a print scale factor different from the dis-
play scale factor. In Chapter 18, you’ll learn how to control the print scale
factor separately.

The EXO05A Program Elements

Mapping Mode Set in the OnPrepareDC Function

The application framework calls OnPrepareDC prior to calling OnDraw, so the
OnPrepareDC function is the logical place to prepare the device context. If
you had other message handlers that needed the correct mapping mode,
those functions would have contained calls to OnPrepareDC.

The ShowFont Private Member Function
ShowFont contains code that is executed 10 times in a loop. With C, you
would have made this a global function, but with C++ it’s better to make it a
private class member function, sometimes known as a “helper function.”
This function creates the font, selects it into the device context, prints a
string to the window, and then deselects and deletes the font. If you choose
to include debug information in the program, ShowFont also displays useful
font metrics information, including the actual width of the string.

The Call to CFont::CreateFont

This call includes lots of parameters, but the important ones are the first
two—the font height and width. A width value of 0 means that the aspect ra-
tio of the selected font will be set to a value specified by the font designer. If
you put a nonzero value here, as you’ll see in the next example, you can
change the font’s aspect ratio.

TIP: If you want your font to be a specific point size, the
CreateFont font height parameter (the first parameter) must be
negative. If you’re using the MM_TWIPS mapping mode, for ex-
ample, a height parameter of —240 ensures a 12-point font with
tmHeight — tmInternalLeading = 240. A + 240 height parameter gives
you a smaller font with tmHeight = 240.

The last CreateFont parameter specifies the font name, in this case the Arial
TrueType font. If you had used NULL for this parameter, the FF_SWISS speci-
fication (which indicates a proportional font without serifs) would have
caused Windows to choose the “best matching” font, which, depending on
the specified size, might have been the System font or the Arial TrueType
font. The font name takes precedence. If you had specified FF_ROMAN
(which indicates a proportional font with serifs) with Arial, you would have
gotten Arial.
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The EX05B Program

This program is similar to EX05A except that it shows multiple fonts. The
mapping mode is MM_ANISOTROPIC, but this time the scale depends on
the window size. The characters change size along with the window. This pro-
gram effectively shows off some TrueType fonts and contrasts them with the
old-style fonts. Here are the steps for building the application:

1. Run AppWizard to generate a project called EX05B. Choose App-
Wizard from Visual Workbench’s project menu. The options and the
default class names are shown here:

asses to be created:

Application: CEx05bApp in EX05B.H and EX05B.CPP

Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
Document: CEx05bDoc in EX05BDOC.H and EX05BDOC.CPP
View: CEx05bView in EXD5BVW.H and EX05BVW.CPP

catures:

+ Supports the Single Document Interface [SDI)
+ MSVC Compatible project file (EXD5B.MAK)

+ Initial toolbar and status bar in main frame

+ Printing and Print Preview support in view
+ Uses medium memory model

Notice that again we’re accepting the default Printing And Print
Preview option.

2. Add function prototypes in file EX05BVW.H. TraceMetrics is a new
private member function in the CEx05bView class. OnPrepareDCis an
override of a CView base class function. The class declaration needs
prototypes for both.

e

i

3. Add the OnPrepareDC and TraceMetrics functions in
EX05BVW.CPP.
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4. Edit the OnDraw function in EX05BVW.CPP. AppWizard always

generates a skeleton OnDraw function for your view class. Find the

function and ed

t the code as follows:
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The OnDraw function displays character strings in four fonts as
follows:

M testFontl—The TrueType font Arial with default width selection.

B testFont2—The old-style font Courier with default width selection. .
Notice how jagged the font is in larger sizes.

B testFont3—The generic Roman font for which Windows supplies
the TrueType font Times New Roman with programmed width
selection. The width is tied to the horizontal window scale, so the
font stretches to fit the window.

B testFont4—The LinePrinter font is specified, but because this is not
a Windows font for the display, the font engine falls back on the
FF_MODERN specification and chooses the TrueType Courier New
font.

5. Build and run the EX05B program. In Visual Workbench, choose
Build from the Project menu, and then choose Execute. The program
output is shown in the screen at the top of the facing page:

100



FIVE: The Graphics Device Interface (GDI)

" EX058 Windows Appiication “ExU5h

Edit

This is Arial, default width
Thiz i= Courier. default width

This is generic Roman, variable width

This 1s LinePrinter, default width

Resize the window to make it smaller, and watch the font sizes change.
Compare this screen with the previous one:

_EXUSH Windows Application - Ex05h

This is Arial, default width
This is Courier, default width

This is generic Roman, variable width

This is LinePrinter, default width

If you continue to downsize the window, notice how the Courier font
stops shrinking after a certain size, and notice how the Roman font width
changes.

Now choose Print Preview from the File menu. The output, as shown in
Figure 5-5 on the following page, is very different from the window display
output because the Courier and LinePrinter fonts are not TrueType fonts.
The Windows Courier font maps to one of the printer’s built-in fixed-size
Courier fonts, and the printer’s LinePrinter font is available only in 8.5
point. The other fonts appear small because the MM_TEXT mapping mode
causes printer dots to be mapped directly to display pixels—which is clearly
undesirable. In Chapter 18, you’ll learn more about scaling your printer
output.
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This is Arial, default width
This is Courier, default width
This i genaicRorrn, varidobe widh

This is LirePrimter, defanlt width

Figure 5-5.
The EXO05B Print Preview output.

The EX05C Example—CScrollView Revisited

102

You saw the CScrollView class in Chapter 4 (in EX04C), but you couldn’t do
much with it because you hadn’t learned about mapping modes. Even with
the MM_TEXT mode, you could not have done mouse hit-testing because
the CScrollView class changes the origin behind your back. Now we’ll revisit
the scrolling view in another example that’s an amalgam of programs EX04B
and EX04C. The new program allows the user to move a circle with a mouse,
but it does so in a scrolling window with the MM_LOENGLISH mapping
mode. Keyboard scrolling is left out, but you can add it by borrowing the
OnKeyDown member function from EX04C.

Instead of a stock brush, we’ll use a pattern brush for the circle—a real
GDI object. There’s one complication with pattern brushes: They have to be
“unrealized” as the window scrolls; otherwise, strips of the pattern don’t line
up, and the effect is ugly.

As with EX04C, this example involves a view class derived from
CScrollView. Here are the steps to create the application:

1. Run AppWizard to generate a project called EX05C. Choose App-
Wizard from Visual Workbench’s Project menu. Be sure to set the view
base class to CScrollView. The options and the default class names are
shown in the screen at the top of the facing page:
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E : New Application Information

L | Classes to be created:

. Application: CEx05cApp in EXO5C.H and EX05C.CPP
Frame: CMainFrame in MAINFRM.H and MAINFRM.CPP
Document: CEx05cDoc in EX0SCDOC.H and EX05CDOC.CPP
ScrolView: CEx05cView in EX05CYW.H and EX05CYW.CPP

Features:
+ Supports the Single Document Interface (SDI)
+ MSVC Compatible project file (EX05C.MAK)
+ Initial toolbar and status bar in main frame
+ Uses medium memory model

2. Edit the CEx05cView class header in file EXO5CVW.H. Add the
following lines in the class CEx05¢View declaration:

handlers as follows:

Message Member Function Name
WM_LBUTTONDOWN OnLButtonDown
WM_LBUTTONUP OnLButtonUp
WM_MOUSEMOVE OnMouseMove

4. Edit the CEx05cView message handler functions. ClassWizard
generated the skeletons for the functions listed above. Find them in
EX05CVW.CPP and code them as follows:

void CEx05cView: :0nLButtonDown (UINT nFlags, CPoint point)

1nem
i

(continued)
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5. Edit the CEx05cView constructor, OnDraw function, and Oninitial-
Update function. AppWizard generated these skeleton functions. Find
them in EX05CVW.CPP and code them as follows:

CEx@5cView: :CEx@5cView()
{

void CEx@5cView::0nDraw(CDC+ pDC)

RGB(255, @, 8))
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Build and run the EX05C program. In the Visual Workbench, choose
Build from the Project menu, and then choose Execute. The program
allows a circle to be dragged with the mouse, and it allows the window to
be scrolled.

The EX05C Program Elements

Following is a discussion of the major elements in the EX05C program.

The CScrollView::0OnPrepareDC Member Function

The CView class has a virtual OnPrepareDC function that does nothing. The
CScrollView class implements the function for the purpose of setting up the
view’s mapping mode, scale factor, and origin, based on the parameters
that you passed to SetScrollSizes in OnCreate. The application framework calls
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OnPrepareDC for you prior to calling OnDraw, so you don’t need to worry
about it. You must call OnPrepareDC yourself in any other message handler
function that uses the view’s device context, such as OnLButtonDown and
OnMouseMove.

The OnMouseMove Coordinate Transformation Code
As you can see, this function contains quite a few translation statements. The
logic can be summarized by the following steps:

1. Convert the previous ellipse rectangle and mouse point (stored
in data members) from logical to device coordinates.

2. Update the mouse point and the ellipse rectangle.

3. Generate an invalid rectangle.

4. Convert the ellipse rectangle and mouse point to logical
coordinates.

The OnDraw Function

The UnrealizeObject and SetBrushOrg calls are necessary to ensure that all of
the circle’s interior pattern lines up when the view is scrolled. The brush is
aligned with a reference point fempPoint, which is at top left of the logical
window, converted to device coordinates. This is a notable exception to the
rule that CDC member functions require logical coordinates.

The CScrollView SetScaleToFitSize Mode
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The CScrollView class has a stretch-to-fit mode that displays the entire
scrollable area in the view window. The Windows MM_ANISOTROPIC map-
ping mode comes into play, with one restriction: Positive y values always in-
crease in the down direction, as in MM_TEXT mode. '

To use the stretch-to-fit mode, make the following call in your view’s
function in place of the call to SetScrollSizes:

SetScaleToFitSize(totalSize);

The example in Chapter 23 makes this call in OnInitialUpdate, and it also
makes it in response to a Shrink To Fit menu item. Thus, the display can
toggle between scrolling mode and shrink-to-fit mode.



CHAPTEHR S 1 X

THE MODAL DIALOG

Almost every program for Windows uses a dialog window to interact with
the user. The dialog might be a simple OK message box, or it might be a
complex data entry form. Calling this powerful element a dialog “box” is an
injustice. As you'll see, the dialog is truly a window that receives messages,
that can be moved and closed, and that can even accept drawing instructions
in its client area.

The two kinds of dialogs are “modal” and “modeless.” This chapter ex-
plores the most common type, the modal dialog. You’ll be working with a
single dialog example that includes most typical dialog “controls” plus a few
not-so-typical ones. Chapter 7 introduces the modeless dialog and the spe-
cial-purpose COMMDLG modal dialogs for opening files, selecting fonts,
and so forth.

Modal vs. Modeless Dialogs

The CDialog base class supports both modal and modeless dialogs. With a
modal dialog, such as the Open File dialog, the user cannot work elsewhere
in the application until the dialog is closed. With a modeless dialog, the user
can work in another window in the application while the dialog remains on
the screen. The Visual Workbench Find dialog is a good example of a
modeless dialog; you can edit your program during a global search (once the
search is started).

Your choice of a modal or a modeless dialog depends on the applica-
tion. Modal dialogs are much easier to program, which might influence your
decision.
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FYIl: The Microsoft Foundation Class Library version 1.0 sup-
ported two dialog classes: CDialog for modeless dialogs and
CModalDialog for modal dialogs. The Microsoft Foundation Class
(MFC) Library versions 2.0 and 2.5 CDialog class accommodate
both modal and modeless dialogs, but CModalDialog still existed as
a macro for compatibility. Do not use the CModalDialog class in
new Microsoft Foundation Class Library version 2.5 programs.

System Modal Dialogs

All modal dialogs restrict the user from working elsewhere in the application
that opens the dialog. With an ordinary modal dialog, however, the user can
switch to another program. One type of modal dialog, the system modal dia-
log, absolutely restricts the user to the dialog; the user must close the dialog
before continuing with any other Windows task.

NOTE: System modal dialogs are not allowed in 32-bit Windows.

Resources and Controls
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So now you know a dialog is a window. What makes the dialog different from
the CView windows you've seen already? For one thing, a dialog window is al-
most always tied to a Windows resource that identifies the dialog’s elements
and specifies their layout. Because you can use App Studio to create and edit
a dialog resource, you can quickly and efficiently produce dialogs in a visual
manner.

A dialog consists of a number of elements called controls. Dialog con-
trols include edit controls (aka text boxes), buttons, list boxes, combo boxes,
and static text (aka labels). Windows manages these controls through special
grouping and tabbing logic, and that relieves you of a major programming
burden. The dialog controls can be referenced either by a CWnd pointer (be-
cause they themselves are really windows) or by an index number (with an
associated #define constant) assigned in the resource. Controls can send mes-
sages to their dialog in response to user actions such as typing text or click-
ing a button.

The MFC library and ClassWizard work together to enhance the dialog
logic that Windows provides. With ClassWizard, you can associate dialog
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class data members with dialog controls, and you can specify editing param-
eters such as maximum text length and numeric high and low limits.
ClassWizard generates calls to the MFC library data exchange and data vali-
dation functions that move information back and forth between the screen
and the data members.

Programming a Modal Dialog

Modal dialogs are the most frequently used dialogs. A user action (a menu
choice, for example) brings up a dialog on the screen, the user enters data in
the dialog, and then the user closes the dialog. Here’s a summary of the steps
to add a modal dialog to an existing project:

1.

Use App Studio to create a dialog resource that contains various
controls. App Studio updates the project’s resource script (RC) file
to include your new dialog resource, and the RESOURCE.H file is
updated to include corresponding #define constants.

. Use ClassWizard to create a dialog class that is derived from CDialog

and attached to the resource created in step 1. ClassWizard adds
the associated code and header file to the Visual Workbench
project.

. Use ClassWizard to add data members, exchange functions, and

validation functions to the dialog class.

. Use ClassWizard to add message handlers for the dialog’s buttons

and special controls.

. Write the code for special control initialization (in OnlnitDialog)

and for the message handlers. Be sure the CDialog virtual member
function OnOKis called when the user closes the dialog (unless the
user cancels the dialog). (Note: OnOKis called by default.)

. Write the code in your view class to activate the dialog. This code

consists of a call to your dialog class’s constructor followed by a call
to the DoModal dialog class member function. DoModal returns only
when the user exits the dialog window.

Now we’ll proceed with a real example, one step at a time.
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The Dialog That Ate Cincinnati—
The EX06A Example

110

Let’s not mess around with wimpy little dialogs. We’ll build a monster dialog
that contains almost every kind of control. The job will be easy because App
Studio is there to help us. The finished product is shown in Figure 6-1.

“The Dialog That Ale Cilicinnat

cumentation

Figure 6-1.
The finished dialog in action.

As you can see, the dialog supports a human resources application.
These kinds of business programs are fairly boring, so the challenge is to
produce something that could not have been done with 80-column punched
cards. The program is brightened a little by the use of scroll bar controls for
“loyalty” and “reliability.” Here is a classic example of direct action and visual
representation of data! Visual Basic controls could add more interest, but
they aren’t covered until Chapter 8.

Here are the steps for building the dialog resource:

1. Run AppWizard to generate a project called EX06A. Choose App-
Wizard from Visual Workbench’s Project menu. The options and the
default class names are shown here:
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lasses to be created:
Application: CEx06aApp in EX06A.H and EX06A.CPP
Frame: CMainFrame in MAINFRM_H and MAINFRM.CPP
Document: CEx06aDoc in EX06ADOC.H and EX06ADOC.CPP
View: CEx06aView in EX06AVW_H and EX06AVW.CPP

+ Supports the Single D Interface (SDI)
+ MSVC Compatible project file (EX06A.MAK)

+ Initial toolbar and status bar in main frame

+ Uses medium memory model

As usual, AppWizard sets the new project to be the Visual Workbench
current project. :

2. From the Visual Workbench, open the file EX06A.RC. Choose App
Studio from Visual Workbench’s Tools menu. This starts App Studio with
the EX06A resource file that AppWizard generated.

3. Create a new dialog with ID IDD_DIALOG1. Click the New button in
the EX06A.RC (MFC Resource Script) window. The New Resource dia-
log appears. Click on Dialog, and then click on OK. App Studio creates
a new dialog resource, as shown here:
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App Studio assigns the resource ID IDD_DIALOGI to the new dialog.
Notice that App Studio inserts OK and Cancel buttons for the new
dialog.

4. Size the dialog and assign a caption. When you double-click on the
new dialog, or if you choose Show Properties from App Studio’s Window
menu, the Dialog Properties dialog appears. Type the caption for the
new dialog as shown in the following screen. The state of the pushpin
button determines whether the Dialog Properties dialog stays on top of
other windows. (When the pushpin is “pushed,” the dialog stays on top
of other windows.) Click the Snap To Grid button to reveal the grid and
to help align controls.

Click the Snap
To Grid button

Type the
caption here

5. Set the dialog style. Choose Styles from the drop-down list box at the
top right of the Dialog Properties dialog, and then set the style proper-
ties as shown here:

Click on this pushpin

Choose Styles from
the drop-down list
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6. Add the dialog’s controls. Use the control palette to add each control.
Drag controls from the control palette to the new dialog with the mouse,
and then position and size the controls, as shown in Figure 6-1 on page
110. (You don’t have to be precise when positioning the controls.) Here
are the control palette’s controls:

Pointer Picture
Static text Edit box
Group box Pushbutton
Check box Radio button
Combo box List box

Vertical scroll bar
Grid (VBX control)

Horizontal scroll bar

User-defined

NOTE: App Studio displays the position and size of
each control in the status bar. The position units are spe-
cial “dialog units,” or DLUs, not device units. A horizontal
DLU is the average width of the dialog font divided by 4. A
vertical DLU is the average height of the font divided by 8.
The dialog font is normally 8-point MS Sans Serif.

Here’s a brief description of the dialog’s controls:

Q The static text control for the Name field. A static text control
simply paints characters on the screen. No user interaction
occurs at runtime. You can type the text after you position the
bounding rectangle, and you can resize the rectangle as needed.
This is the only static text control you'll see listed in text, but you
should also create the other static text controls as shown in
Figure 6 -1. Follow the same procedure for the other static text
controls in the dialog. All static text controls have the same ID,
but that doesn’t matter because the program doesn’t need to
access any of them. :

Q The Name edit control. An edit control is the primary means
of entering text in a dialog. Change this control’s ID from
IDC_EDIT] to IDC_NAME. Accept the defaults for the rest of
the properties. Notice that the default sets Auto HScroll, which
means that the text scrolls horizontally when the box is filled.

13
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Q The SSN (social security number) edit control. As far as App
Studio is concerned, this control is exactly the same as the Name
edit control. Simply change its ID to IDC_SSN. Later you will use
ClassWizard to make this a numeric field.

QO The Biography edit control. This is a multiline edit control.
Change its ID to IDC_BIO, and then set its properties as shown
here: '

Q The Category group box. This control serves only to group two
radio buttons visually. Type in the caption Category. The default
ID is sufficient. ‘

QO The Hourly and Salary radio buttons. Position these radio
buttons inside the Category group box. Set the Hourly button’s
ID to IDC_CAT, and set the other properties, as shown here:
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Be sure that both buttons have the Auto property set (the
default) and that only the Hourly button has the Group property
set. When these properties are set correctly, Windows ensures
that only one of the two buttons can be selected at a time. The
Category group box has no effect on the buttons’ operation.

Q The Insurance group box. This control holds three check boxes.
Type in the caption Insurance.

Q The Life, Disability, and Medical check boxes. Place these
controls inside the Insurance group box. Accept the default
properties, but change the IDs to IDC_LIFE, IDC_DIS, and
IDC_MED. Unlike radio buttons, check boxes are independent;
the user can set any combination.

NOTE: You must also set the Group property for the
control that follows the radio button group, in this case
the Life check box.

Q The Skill combo box. This is the first of three types of combo
boxes. Change the ID to IDC_SKILL; otherwise, accept all the
defaults. Add three skills (terminating each line with Ctrl-Enter)
in the Enter List Choices box, as shown here:

This is a combo box of type Simple. The user can type any-
thing in the top edit control, use the mouse to select an item

R 7
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from the attached list box, or use the Up or Down direction key
to select an item from the attached list box.

Q The Education combo box. Change the ID to IDC_EDUC, and
then set the Type option to Dropdown. Add three education
levels in the Enter List Choices box, as shown in Figure 6-1 on
page 110. With this combo box, the user can type anything in the
edit box, click on the arrow and then select an item from the
drop-down list box, or use the Up or Down direction key to
select an item from the attached list box.

NOTE: . To set the size for the drop-down portion of a
combo box, click on the box’s arrow and pull down
from the bottom center of the rectangle.

Q The Department list box. Change the ID to IDC_DEPT; other-
wise, accept all the defaults. In this list box, the user can select
only a single item by using the mouse, by using the Up or Down
direction key, or by typing the first character of a selection.

Q The Language combo box. Change the ID to IDC_LANG, and
then set the Type option to Drop List. Add three languages
(English, French, and Spanish) to the Enter List Choices box.
With this combo box, the user can select only from the attached
list box. To select, the user can click on the arrow and then
select an entry from the drop-down list, or the user can type
the first letter of the selection and then refine the selection
with the Up or Down direction key.
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Q The Loyalty and Reliability scroll bars. Do not confuse scroll bar
controls with a window’s built-in scroll bars as seen in scrolling
views. A scroll bar control behaves in the same manner as do
other controls and can be resized at design time. Position and
size the horizontal scroll bar controls as shown in Figure 6-1 on
page 110, and then assign the IDs IDC_LOYAL and IDC_RELY.

Q The OK, Cancel, and Special pushbuttons. Type the button
captions OK, Cancel, and Special, and then assign the IDC_-
SPECIALID to the Special button. Later you’ll learn about
special meanings that are associated with the default IDOK and
IDCANCEL 1Ds.

Q Any icon. (The AFX icon is shown as an example.) You can
display any icon in a dialog, as long as the resource script defines
the icon. We’ll use the program’s AFX icon, identified as IDR_-
MAINFRAME. Set the Type option to Icon, and set the icon to
IDR_MAINFRAME. Leave the ID as IDC_STATIC.

7. Check the dialog’s tabbing order. Choose Set Tab Order from the
App Studio Layout menu. Use the mouse to set the tabbing order, as
shown here:

Click on each control in the order shown and then press Enter.
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TIP: Ifyou mess up the tab sequence part way through,
you can recover with a Ctrl-left mouse click on the last cor-
rectly sequenced control. Subsequent mouse clicks will
start with the next sequence number.

NOTE: Static text controls (such as Name and Skill)
have ampersands (&) embedded in the text for their cap-
tions. The ampersands appear as underscores under the
following character at runtime. (See Figure 6-1 on page
110.) This enables the user to jump to selected controls by
holding down the Alt key and pressing the key corre-
sponding to the underlined character. (The related con-
trol must immediately follow the static text in the tabbing
order.) Thus, AltN jumps to the Name edit control, and
AltK jumps to the Skill combo box. Needless to say, desig-
nated jump characters should be unique within the dia-
log. The Skill control uses K because the SS Nbr control
uses S.

8. Save the resource file on disk. Choose Save from the File menu or
click the Save button on the toolbar to save EX06A.RC. Keep App Studio
running, and keep the newly built dialog on the screen.

ClassWizard and the Dialog Class
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You have now built a dialog resource, but you can’t use it without a corre-
sponding dialog class. (The section titled “Understanding the EX06A Appli-
cation” later in this chapter explains the relationship between the dialog
window and the underlying classes.) The ClassWizard DLL works in conjunc-
tion with App Studio to create that class as follows:

1. Choose ClassWizard from the App Studio Resource menu. Be sure
that you still have the newly built dialog, IDD_DIALOGI, selected in App
Studio and that \VCPP\EX06A\EXO06A is the current Visual Workbench
project.

2. Add the CEx06aDialog class. Fill in the Add Class dialog, as shown at
the top of the facing page:



SI1X: The Modal Dialog

Be sure to enter the information exactly as shown; some of this informa-
tion is case-sensitive.

Because your newly built dialog was selected in App Studio, Class-
Wizard knew enough to choose CDialog as the base class for CEx06a-
Dialog and to make IDD_DIALOGI the corresponding resource. Click
the Create Class button.

. Add the CEx06aDialog variables. After ClassWizard creates the
CEx06aDialog class, the MFC Class Wizard dialog appears. Cl